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Abstract

Voter coercion broadly includes any attempt to influence the secrecy of a voter’s

ballot, including bribery, vote stealing, and forced abstention. This risk, which affects

the fundamentals of privacy in a democracy, is especially prevalent in remote voting

systems. Numerous coercion-resistant protocols have been proposed that manage to

counter this risk, but compromise on time-complexity and practicality.

This thesis proposes a new protocol for a coercion-resistant, verifiable remote

voting system that tallies votes in linear time. The protocol is modeled using obser-

vational equivalences in Applied Pi Calculus. This model is then verified in ProVerif

to determine its compliance with a formal definition of coercion-resistance.

The thesis finally presents a web-based application built using the Django frame-

work. The application implements an election system based on the verified protocol.

It provides a user interface to interact with the system and cast votes, while server-side

Python scripts create, manage, and tally the election.

The protocol is compared against previous proposals based on the number of

modular exponentiations required for a single run of an election. The application is

evaluated based on the time taken for the execution of different phases in an election.

The results will lead to implementations of coercion-resistant voting applications

that can be deployed in elections where the threat of coercion is considered significant.
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Chapter 1

Introduction

Researchers have, in the last three decades, covered long strides in the ability of

personal computers to execute cryptographic protocols in a manner that was previ-

ously presumed infeasible. Remote election systems can harness this to make voting

applications available, verifiable, and accessible. As a result, remote and Internet vot-

ing has been adopted for federal elections in countries like Estonia [2, 3] and South

Africa [4], while in-person electronic voting is used in Brazil [5] and India [6], among

others. The security of these systems, however, remains a concern.

According to a 2017 report from Canada’s Communications Security Establish-

ment (CSE) [7], potential attacks on elections against Canada’s democratic process

can successfully prevent citizens from registering to vote in elections, prevent regis-

tered voters from casting their vote, tamper with election results, or steal the voter

database. The same report also states that 13% of all countries that held federal

elections in 2017 faced an attack on their voting process.

Recommendations to the US government regarding best practices to record voter

intention can be found in Securing the V ote [8]. According to the report, there was

evidence regarding the spread of misinformation and intrusion of voter databases in

the 2016 U.S. General Elections. Additionally, despite the lack of evidence regarding

attacks on vote casting and counting as stated in the report, the absence of verifiability

ensures that demands for recounts recur in future elections.

Presidential candidates in the U.S. General Elections have made multiple alle-

gations against questionable tallies. The Florida Recount during the U.S. General

Elections in 2000 [9] and more recently, the demands for recount in 2016 [10] serve

as prime examples of distrust in unverifiable counting. Cryptographic voting helps

overcome this flaw in current voting systems by enforcing user trust through auditable

tallying.

Coercion is a known problem in university elections for student unions. Allegations
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and accusations aside from physical coercion have been cited despite the use of trusted

paper ballots [11].

There is a need for countering voter influence, intrusion in voter registration

databases, and speculation of mishandled tallying. Remote cryptographic protocols

can be implemented as web-based applications not only to make them verifiable and

coercion resistant, but also easily accessible.

1.1 The Voting Problem

The voting problem refers to the issue around providing ballot secrecy to voters,

ensuring that the votes that they cast remain a secret, while also providing them the

ability to verify that their vote has been correctly recorded and tallied.

This often leads to the notion of a receipt, which a voter can use to verify the

inclusion of their vote in the tally. Most voting protocols rely on the notion of receipt-

freeness. The concept refers to the absence of a plaintext receipt (one that displays

the marked ballot in plaintext) that a voter could be forced produce to demonstrate

that they cast their vote as intended by an adversary.

1.2 Coercion-Resistant Elections

Juels et al. [12] were the first to identify the inadequacy of receipt-freeness. The

definition was expanded to include the potential of randomizing a ballot, making

a voter abstain from voting, and simulating a vote on behalf of the voter. They

proposed the use of a protocol to resist coercion by generating fake credentials. Often

referred to as the JCJ Protocol, one of its primary criticisms is the complexity of

duplication and invalid vote removal, which made it hard to implement. A version of

the JCJ Protocol, modified to cast votes into manageable ballot boxes made it to a

reasonable implementation as Civitas in Java and Jif [13] by Clarkson et al. [14].

Enhancements were suggested by Smith and Weber [15, 16, 17] regarding the use

of a shared random value to generate blinded encryptions that are added to a hash

table for collision detection. This leaves voter choices exposed by revealing the value

of a known choice obfuscation.

Similarly, Araujo et al. [18, 19, 20] suggest increasing the efficiency by using group
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signatures. However, in this case, coerced registration tellers have the ability to

introduce incorrect credential shares.

The suggestions made by Spycher et al. [21] provide for simple practical implemen-

tation without introducing errors that may have been possible in previous suggestions.

The use of indices makes duplicate and invalid vote elimination achievable without

compromising on the coercion resistance of the system.

1.3 Contribution of this Thesis

This thesis presents Resist, a coercion resistant election protocol that uses the sug-

gestions made by Spycher et al. [21] to the JCJ Protocol [12]. The suggested protocol

reduces the complexity of tallying votes in coercion-resistant voting systems down to

linear time (in the number of votes cast). The protocol is modeled and verified to

ensure that it does not compromise on the security assumptions that were satisfied

by the JCJ Protocol.

1.4 Outline of the Thesis

The rest of the thesis is structured as follows. Chapter 2 explores the evolution of

voting systems, the problems associated with them, and a few popular voting im-

plementations. Chapter 3 introduces the concept of coercion resistance, the progress

made in the field so far, and the research gap that we are attempting to address.

The Protocol behind Resist is introduced in Chapter 4. The players, entities,

and phases are expanded upon. In Chapter 8 models the proposed protocol in terms

of observational equivalences. The model is fed into ProVerif and the results are

discussed against a formal definition of Coercion Resistance.

The validated protocol is expanded upon in terms of the algorithms for encryption

and proofs, and accompanied by associated protocols in Chapter 6. These algorithms

are adapted to code in Python and Javascript into a web-based application in Chap-

ter 7.

The protocol and implementation are evaluated and compared against previously

proposed protocols in Chapter 8. The limitations of the system and possible exten-

sions to the system are discussed in Chapter 9, where a conclusion is provided.



Chapter 2

Background

2.1 A Peek Into Democracy and Voting

Elections, voting, and democracy can be traced as far back as 508 B.C. to Athens,

where male land owners voted for the exile of political candidates[22]. The ballots

for these elections were pieces of pot on which choices were written. A total of 6000

votes meant that the candidate in question was sent for an exile.

The Greek introduced democracy to the world, which took centuries to witness

growth and adoption. It wasn’t until the turn of the 13th century that a positive form

called approval voting, was adopted by medieval Venice. It was the modern form of

participating in a democracy. Each voter would cast a single vote for the candidate

of their choice and none for all other candidates. The candidate with the highest

number of votes at the end was declared the winner of the election [23].

Elections in the United States were introduced without the concept of ballot se-

crecy. The act of oath taking and casting a vote was majorly performed in broad

public view. Multiple clerks were employed, who would record these votes and com-

pare them to flag errors. This concept of voting in viva-voce found its way into George

Caleb’s ”The County Election”, shown in Figure 2.1.

Canada adopted elections from the beginning of the Confederacy in 1867. As the

country adopted democracy, it initially allowed for male property owners and limited

to certain regulations. Women’s right to vote in federal elections wasn’t introduced

until 1918. First Nation and Indigenous citizens had to give up their special status to

participate in elections prior to 1960. The Canadian Charter of Rights and Freedoms,

introduced in 1982, granted all Canadian citizens, above the age of 18, with the right

to participate in elections [25, 26, 27].

In 1858, Victoria in South Australia printed passed an act that changed the way

elections were conducted [28]. Ballots were printed on paper and stored securely until

the day of the election. On the day of the election, one ballot was handed out to each

4
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Figure 2.1: George Caleb [24], popularly referred to as the “Missouri artist”, painted
this image in 1852. Titled “The County Election”, the painting displays a man taking
oath at the entrance of the courtroom. He would then proceed to announce his vote
for the election while two clerks (seated behind the judge), took note. The entire
process takes place in the midst of a bustling market place, where the threat of
coercion is high. The image is often cited to represent the absence of the notion of
privacy during elections.

voter. The voter then proceeded to fill the ballot in booths that provided privacy

and isolation. The ballots were then folded up and dropped into a closed box, which

would only be opened at the time of tallying.

The Australian ballot (or the secret ballot), has since been widely adopted as the

de facto voting standard. It was introduced in Canada in 1874 and the United States

in 1888.

The provision of paper ballots led to the introduction of mechanized recording of

votes. New York introduced the concept of pulling levers to record candidate choices

in 1892 (some of which are used even today) [29], while the punch card system was
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introduced in the 1960s [30]. In 1965, when Joseph Harris introduced Votomatic, elec-

tions throughout the United States shifted from paper ballots to mechanized voting

systems [31]. Despite recorded irregularities and discrepancies in the manufacture,

design, and implementation of punch cards continue to be used in elections to this

day [32].

Computerization of voting began in the 1960s, with the introduction of optical

scanners. An deeper look into this is provided in Section 2.3.

2.2 What Makes Voting Hard?

The voting problem is a complex problem that is yet to find answers. The partici-

pants in the system cannot trust each other, and the only way that elections can be

conducted in a smooth, friction-less manner is if the players in the system trust the

system itself.

This section of the Background amalgamates the description of the voting problem

from explanations by Ben Adida [33] and Bernhard et al. [34].

2.2.1 Lack of Trust

In any election that faces significant adversarial threat, election officials, voters, and

all players that interact with the system do not trust each other. If Alice, an eligible

voter, casts a vote using the election system, they need confidence in the proper

functioning of the system. The system should be in a position to prove to Alice,

when challenged, that their vote was recorded as intended.

Most cryptographic voting systems include a public bulletin board that can even

be accessed by external entities that do not participate in the votng of the system.

The bulletin board usually includes votes that have been cast (either in plaintext

or in an encrypted form), proofs of proper functioning (encryption, verification, and

tallying) of election officials, and final results of the election.

2.2.2 Evidence and Receipts

Proving proper recording and inclusion of votes in the system is a given in trustworthy

systems. They can either display the votes in plaintext or a verifiable form.
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On successfully casting a vote, Alice should receive a receipt that either includes

the ballot with the marked choices, a summary of their filled ballot, or an encryp-

tion/hash that they can use for verification.

2.2.3 Secrecy

Since the introduction of the secret ballot in 1858, there has hardly been a voting

system that has proposed linking a voter to the contents of their vote. Most voting

systems and voters interacting with it favour the secrecy of voter choices for the

smooth functioning of a democratic institution.

Secrecy, however, comes in the way of the aforementioned verifiability of an elec-

tion system. To explain this, we introduce Carl, a new player in the election system.

Carl intends to make Alice vote for a certain candidate. They demand that Alice

reveal to them the contents of their ballot so that Alice is forced to comply.

Keeping the ballot secret can help Alice keep the contents from Carl. Secrecy can

be guaranteed by ensuring that ballots are marked in isolation (as is done with paper

ballots in polling booths) or by altering the structure of the ballot itself (as is done

by encrypting votes in remote elections).

Guaranteeing secrecy from an adversary like Carl, unfortunately also entails se-

crecy from Alice. This flies in the face of verifiability, wherein the system needs to

assure Alice that their vote had been cast as intended. Therefore, the receipt that

Alice receives for verification can only serve as proof to Alice and not Carl. This is

the crux of the voting problem.

2.2.4 Auditable Tallying

After votes have been tallied and election results have been computed, a verification

of the tally can be performed using statistical audits. In such audits, random sam-

ples of different sizes (that vary by method) of the trail are selected and computed.

Statistical audits detect errors in the computation and give the assurance, with a

reasonable margin of error, that the outcome of the election is correct. The Demo-

cratic Candidate for the 2020 Presidential Election, Elizabeth Warren, has demanded

making Risk Limiting Audits mandatory for elections across the United States [35].

Bernhard et. al. [34] state that an audit is said to be a risk limiting audit (RLA),
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given a risk limit of α, if when the reported outcome of the audit is incorrect, there

is a probability of at least 1− α that the audit will lead to correcting the outcome.

2.3 Technology and Elections

2.3.1 Optical Scanners

The Norden Electronic Vote Tallying System introduced optical scanners to record

secret ballots for tallying was one of the first optical scanners deployed in elections

in the United States [36]. The Mark Sense system [37], introduced in 1965, included

a photosensor that would scan ballots and identify any mark that appeared darker

than the others.

Optical scanners simplify the recording of votes. They were used to reduce the

strain of individually counting votes by hand, which often contributed to a rise in

human error [38]. It also introduces attacks in the system wherein a voter can obtain

an unmarked ballot and record votes on the voter’s behalf.

Optical scanners continue to be used in voting systems today [39]. They are

usually deployed in association with a ballot marking device. Security and trust im-

plications of using an optical scanner have long been discussed and are often countered

using verifiability and RLA’s.

2.3.2 Direct Record Electronic Voting Machine

A Direct Record Electronic(DRE) Voting Machine is the equivalent of marking a

ballot via a display shown to the voter. The record can be taken via a mechanical

button or a touch screen. The vote is recorded with the help of a program stored on

the machine itself.

DRE’s are used in elections across Brazil [5], India [6], and Malaysia [40]. They had

previously been deployed in Germany, Netherlands, Ireland,and the United Kingdom,

but had been called off for being unreliable [41, 42, 43, 44].

DRE’s have been used in federal elections because they provide options to display

the ballot in multiple languages; they can be used along with headphones for voters

with accessibility issues; and they simplify ballots by reducing them from multiple

pages required for each paper ballot [45].
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DRE’s are often supplied by commercial manufacturers that keep the source code

closed, leading to the inability to verify if the system meets the security requirements

that election systems require [46].

2.3.3 Ballot Marking Devices

A specific type of DRE is a Ballot Marking Device (BMD). It helps a voter record

their choices on a physical ballots. Unlike conventional DRE’s, they do not store the

ballot or scan them. While providing the same accessibility options provided by a

DRE, a BMD does not include the vulnerability introduced by having to store the

vote [47].

A BMD is often used to print out ballots that are later scanned by a precinct-level

or central optical scanner. This was introduced to counter incorrect scans resulting

from hand-marked ballots [9].

2.3.4 Internet and Remote Voting

Countries around the world have attempted to debate the perks of using the Internet

as a means of remote voting. The system has obvious ease and accessibility advantages

associated with it, but it introduces new vulnerabilities, primarily those of coercion

and eavesdropping [7].

Internet voting has long been debated as a means of increasing voter turnout, a

claim debunked by a study in two Swiss elections [48]. Despite this, countries like

Estonia [2, 3] and South Africa [4] continue to use the Internet to conduct elections.

Given an increase in the capabilities of regular systems to handle cryptographically

secure votes, coupled with verifiable proofs at every step, Internet voting continues

to be considered as a method of voting that is to be aspired in the event that systems

manage to satisfy the identified caveats of a paper-based voting system [34].



Chapter 3

Literature Survey

3.1 Internet Voting Schemes and Protocols

In this section, we survey a few Internet Voting Systems. This list is not comprehen-

sive, but instead has been provided to cover the attempts at implementation made

so far.

3.1.1 Selene

Developed in the University of Luxembourg, Selene [49] offers a simplistic and more

practical approach toward handling cryptographic voting. The purpose of a scheme

like Selene is the implication that the general public, one without the necessary tech-

nical prowess to adjudge the working of cryptographic voting. Certain federal gov-

ernments, in particular the German Federal Law, disallow the use of cryptography in

voting, citing the inability of voters to understand the mechanisms behind it.

Selene instead offers to keep votes in plaintext on a public bulletin board. These

votes are, however, associated with a ballot tracking number assigned to a voter.

Selene ensures that ballot tracking numbers are unique and voters are made aware

of this only at the end of a voting phase. As a result of posting these votes in

plaintext, voters do not have to attempt a complicated Benaloh Challenge to verify

their encryption [50].

This obscures the identity of the voter from the general public, and especially

from potential coercers. A voter can instead claim any other coercion-compliant vote

to be theirs with no way for the coercer to prove otherwise.

Selene initially offered mitigation instead of resistance, with the possibility of

failure majorly resting on a coercer being a voter themselves. This was later mitigated

with a proposal in approach that the authors chose to address in Selene II, providing

a Civitas’ like diversion, with uniquely allotted deceptive ballot trackers.

10
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3.1.2 Civitas

A Cornell University implementation of the JCJ Protocol [12], Civitas [14] is a system

for remote voting developed in Java and a security-typed extension of Java, Jif. The

implementation slightly modifies the casting and tallying process proposed in JCJ, in

order to make them manageable and practical.

Civitas involves an initial physical phase (or an untappable channel) for obtaining

keys. These keys then allow voters to obtain election-specific credentials remotely for

any number of elections thereafter.

Civitas assumes the trustworthiness of the election supervisor that adds a voter

and the registrar that provides initial keys. The registration tellers and tabulation

tellers are thereafter required to provide proof of correct registration and tallying

respectively.

Voters obtain shares of their election-specific credentials from multiple registration

tellers, the product of which builds the credential that validates their vote. Each of

these shares are associated with a Designated-Verifier Reencryption Proof (DVRP)

based on Hirt and Sako [51]. In the event of coercion, the voter alters one of the

shares of their credential and generates a modified DVRP, in order to create an

indistinguishable fake credential. A coercer can then cast a vote with a fake credential

with no way of verifying if it was included in the final tally.

Civitas does not assume the robustness of a single bulletin board, and hence

allows a user to cast their vote to multiple ballot boxes, thus leaving it to the tallier

to eliminate duplicates. Civitas also does not have a front-end implementation with

a graphical user interface (GUI).

The protocol behind Civitas is explained in greater detail in Section 3.4.

3.1.3 Helios

Helios [52] is an open audit voting system, primarily made for simple access through

web browsers. Developed for low-coercion elections, the system is recommended for

implementations that do not foresee potential adversarial influence on ballot privacy.

The system was made with the intention of making simple elections verifiable and

open audit. Helios lays emphasis on the ability of a voter to verify their encryption

(using the Benaloh challenge [50], observe their vote on the public bulletin board
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(with no attempt at hiding voter identity), and the ability of any individual to audit

any part of the election. Each phase of the election, including voter registration,

casting, and tallying, are associated with non-interactive zero-knowledge proofs.

Helios has been used in university elections [53] and has been made available

online for anyone to create and run elections without the need to implement their

own personal servers.

3.1.4 Prêt à Voter

After finishing second in the University Voting Systems Competition, 2007, the team

from the University of Surrey [54] completed an EPSRC-funded verifiable implementa-

tion of Chaum [55]. Keeping end-to-end (E2E) verifiability as its primary motivation,

the system implements cryptographic voting along with candidate order randomiza-

tion.

One of the first attempts at providing audibility of the final tally, while also

dissociating voters from their votes. Despite this dissociation, the receipt that the

voters receive includes a privacy protected receipt. Candidate randomization helps

hide the voter’s intent on this receipt.

Pret a Voter additionally supports Single Transferable Votes (STV), Human Read-

able Paper Audit Trails (HRPAT), and simultaneous remote and physical voting. The

system is modelled as a physical election system that supports electronic and online

elections.

3.1.5 Scantegrity II

Prêt à Voter came second to Punchscan [32], an optical scan voting system at the

University Voting Systems Competition [56]. The system, has since evolved into

Scantegrity, the second version of which was employed in the municipal elections at

Takoma Park, Maryland, in 2009 and 2011. The system, designed as an open source

Java implementation, requires precincts and optical scanners.

Credited to the contributions of cryptographers David Chaum and Ronald Rivest,

Scantegrity II is an E2E verifiable voting system that uses invisible ink for confirma-

tion codes that have been printed on ballots. Voters reveal confirmation codes by

using a special pen for voting, one that develops the invisible ink. These codes help
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voters verify that their intended choices have been recorded correctly, without having

to reveal this intent in the process. Meanwhile, the tally can be audited to have been

correctly computed.

3.2 Extending Receipt Freeness

Juels et al. [12] coined the term coercion resistance in 2005. They were looking to

expand on the more traditional notion of receipt freeness that drove a number of

voting protocols prior to their proposal.

While receipt freeness is a necessary step towards solving the existing voting prob-

lem, its definition isn’t broad enough to envelope all forms of coercion. They extended

its definition to cover the following attacks.

• Randomization Attack. An attacker might coerce a voter to randomize

their ballot in such a way that even the attacker and the voter remain unaware

of what the ballot comprised. While this may not be directly beneficial to the

adversary’s or a candidate’s interests, it can be detrimental to the expected

result of an election.

• Forced Abstention Attack. An attacker may force a voter to abstain from

voting.

• Simulation Attack. After completing registration, an attacker may coerce

a voter to divulge their keys/credentials that validate their vote. They can use

these to cast a vote on behalf of the voter thereafter.

3.3 The JCJ Protocol

At a time where most receipt-free protocols proposed to solve receipt-freeness by using

“untappable” channels, Juels et. al. [12] where the first to present a remote, receipt-

free protocol that allowed voters to cast their votes via a tappable channel. The

only caveat was that these voters receive their keys (for multiple elections) through

a one-time use of an untappable (or in-person) channel.

The protocol that they had proposed in 2005 has since formed the basis for most

remote, coercion resistant implementations. Since it has often been referred to using
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an abbreviation of the authors of the initial protocol, Juels, Catalano, and Jakobsson,

the protocol is henceforth referred to (for the remainder of the thesis) as the JCJ

Protocol.

The protocol itself has briefly been described below. Note that the terms, coercer

and adversary, are used alternatively in this explanation.

• Registration. The ‘registrars’ jointly compute credential σ for a voter. They

then encrypt this value with the public key of the talliers, ε and cast it to the

bulletin board under randomness αS as Encε(σ;αS). No single registration teller

or voter knows the value of αS and only the voter knows the value of σ. This

protocol works on the assumption that a majority of the registration tellers are

trustworthy.

• Casting a Vote. When a voter intends to participate in the election, they

choose their candidate, c, from the list of candidates, C, on the bulletin board,

such that c ∈ C. They then proceed to encrypt their ballot by casting their vote

as a tuple, (A,B), where A = Encε(σ, αA) and B = Encε(c, αB). Each ballot

needs to be accompanied by two Non-interactive zero knowledge proofs (NIZK).

– One NIZK is to prove knowledge of the plaintext of σ since an adversary

can re-encrypt the credential from the bulletin board.

– The second NIZK is to prove that the vote that has been cast is for a candi-

date from the given list of candidates, c ∈ C. This prevents randomization

attacks.

If a voter is coerced during this phase of the election, they need just enough time

to cast their own vote without the coercer’s knowledge. They can then cast a

vote on the coercer’s behalf using a fake credential, σ′ from the same finite field

(explained in later chapters). Their ballot can be marked in a similar manner

to the one explained above and they can reveal the plaintexts of A and B to

the coercer. Since αS remains hidden from the all parties, the coercer cannot

correctly determine the correctness of the credential.

The voter can alternatively pass σ′ to the coercer to let them cast a vote on

behalf of the voter.
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• Tallying. At the end of the Voting Phase, the bulletin board is populated with

N votes. Not all of these N votes are valid since the system allows for duplicate

and invalid votes to be cast. Before the talliers can sum the votes, they need

to eliminate votes in the following order.

– Eliminate Invalid Proofs. First, they verify the NIZK proofs associated

with each vote. Each vote has two proofs associated with it. Any vote that

has been cast for a candidate from outside the list, c 6∈ C, is eliminated.

Any vote that additionally fails to prove knowledge of σ is discarded as

well.

This elimination requires traversing the list of N votes once, and hence has

a linear complexity, O(N). At the end of the first round of elimination, the

invalid votes that remain are either votes cast with invalid/fake credentials

or valid votes that have been cast multiple times (duplicates).

The steps that follow depend on performing a Plaintext Equivalence Test

(PET). While the algorithm for doing so is explained in later chapters, the

notion is described here. Given two encrypted values, X = (x, αX) and

Y = (y, αY ), the result of PET(X, Y ) is a boolean value. It returns true if

the plaintext values are equal, i.e., x == y, and it returns false otherwise.

– Eliminate Duplicates. Each vote cast on the bulletin board (Ai, Bi) is

iterated over and compared with every other vote on the board (Aj, Bj),

where i 6= j. If PET(Ai, Aj) returns true, either Ai or Aj is eliminated.

The choice for this elimination depends on a rule created at the start of

the election regarding whether the first cast vote is counted or the last one

is. This elimination traverses a list of N votes exhaustively, resulting in a

complexity of O(N2).

– Eliminate Invalid Votes. Every vote, (Ai, Bi) remaining on the bulletin

board needs to be compared with all possible credentials, σj the list, S,

of valid credentials on th bulletin board. Eliminating votes according to

the result of PET(Ai, σj) can accomplish this but it presents the danger

of revealing the invalidity of certain credentials (of specific votes) to the

coercer.
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The votes are hence shuffled and reencrypted with the help of a re-encryption

mixnet (explained in later chapters), resulting in each vote appearing dif-

ferent (Âi, B̂i). The list S of valid credentials is similarly passed through

the mixnet, resulting in the re-encryption of every credential σj to σ̂j.

PET(Âi, σ̂j) is performed for every combination of a vote and credential.

Any vote that results in false for the test is determined to have invalid

credentials and eliminated from the final tally.

Considering that the list S has a size of n and the list of votes has a size

of N , the complexity of this step will be O(N2). As stated in Civitas [14]

and by Spycher et al. [21], if the size of N is way more than n, i.e., if the

number of votes cast are greater than n by orders of magnitude, the worse

case complexity of the JCJ Protocol turns out to be O(N2).

Juels et al. [12] accompanied their protocol by a formal definition of Coercion

Resistance. We skip expanding on this and direct the reader to [12] for a primitive

version of the notion [12]. A formalization of the term is explained in Chapter 5, where

a definition was conceptualized after consideration of further factors and scenarios.

3.4 Civitas

The Civitas system, developed by Clarkson et al. [14], was one of the first attempts

at implementing a coercion resistant election system. It was written in Java and Jif,

and was based on the JCJ Protocol explained in the previous section.

The protocol behind the Civitas system is briefly described here.

• Setup Phase. The election has a supervisor that creates and manages the

election. They post the election that they created onto a public bulletin board.

They additionally post public keys of the registration tellers.

The follow it up with an electoral roll of the voters in the system. These

authorized voters have a pair of keys associated with each of them, namely the

registration key and the designation key.

The tabulation tellers then jointly generate the public key for the election and

post it on the bulletin board. They retain a share of the key with themselves.
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Figure 3.1: The Architecture of the Civitas [14] system is shown here. The system
uses multiple registration tellers that the voters need to interact with in order to
obtain their credential. They cast their vote to multiple ballot boxes so that the
system does not rely on a single ballot box which would have left all votes vulnerable
to loss. Multiple tabulation tellers extract and tally votes. The results are finally
published along with their proofs on the public bulletin board.

• Voting Phase. Each voter requires a credential to participate in the election.

To obtain this, they interact with multiple registration tellers who each provide a

share of the overall credential. The voter and registration teller run a protocol

using the voter’s registration key to authenticate the voter, and the voter’s

designation key to provide the credential share.

Voters resist coercion by generating a fake credential. This is done by modifying

at least one of the credential shares and changing the overall proof associated

with it. To aid with this, the voter needs to be assured of the honesty of at

least one of the registration tellers. If this can be achieved, the system remains

coercion resistant even if the coercer manages to obtain credential shares from

all of the other dishonest registration tellers.

Casting a vote to the system involves encrypting the voter’s choice and their

credential. They also generate two proofs of knowledge. This encrypted ballot

is cast to multiple ballot boxes.

• Tabulation Phase. Once voting is frozen for an election, all tabulation tellers
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extract the votes from multiple ballot boxes and create a single list of all votes

that have been cast.

They check the proofs associated with both, the credential and the choice. If

either of the two proofs cannot be verified, the ballot is eliminated.

All ballot pairs are compared against each other, similar to JCJ, in an operation

with a worst-case complexity of O(N2). Duplicate votes are eliminated.

The remainder of the ballots need to be anonymized before verifying their cre-

dentials. They are passed through a re-encryption mixnet performed by all

participating tabulation tellers. The list of valid credentials is extracted from

the bulletin board and are passed through a similar random permutation.

The encrypted credential from each ballot in the list of anonymized ballots is

compared against the anonymized list of valid credentials, using a Plaintext

Equivalence Test (PET). Those that do not find a match are considered invalid

votes and are eliminated. This operation, similar to JCJ, has a worst-case

complexity of O(N2).

The remaining votes are decrypted and tallied. The results, along with proofs

of proper re-encryption are posted on the bulletin board.

Civitas [14] was implemented in Java and Jif. Jif [13] is a Java-based programming

language that is used to control information and access flow during compile and run

times. The system was developed as a backend system without a user interface.

3.5 Proposed Improvements to the JCJ Protocol

Civitas presented an example of how a coercion resistant system could be imple-

mented and made robust with multiple ballot boxes and registration tellers. It failed

to address the complexity of eliminating duplicate votes and votes with invalid cre-

dentials. The system retained the worst case scenario of O(N2), similar to that of

the JCJ Protocol.
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Suggestions by Smith and Weber

Smith and Weber [15, 16, 17] suggested an alternative to using PET(Ai, Aj) for the

removal of duplicate votes and PET(Ai, σj) for the removal of invalid votes.

All tabulation tellers can instead share a random value, z, such that, z ← Z∗q.

Before credentials are compared, they can be raised to the power of z, and then

decrypting them.

Az1 = Encε(σ
z
1), ..., AzN = Encε(σ

z
N)

The result is that the decrypted credentials are blinded values. For example,

credentaial σ1 decrypts to σz1. These values can be added to a hash table which

detects collision detection. The operation will then be reduced to O(N).

Implementing this strategy for the removal of invalid credentials, however, intro-

duces an attack strategy by which a coercer can identify if a vote with a specific

credential was counted. Araujo et al. [19], Clarkson et al.(Civitas) [14], and Pfitz-

mann [57] countered this. A brief description of the attack follows.

Consider the scenario that a voter provides a credential σ to an attacker. The

attacker can post two votes, one with the credential σ and one with square of the

credential σ2. When the talliers publish the blinded outputs of the mixnets, the will

look for the two blinded credentials, one being the square of the other, σz and σ2z. If

they find that these two votes have been eliminated, they can identify that they have

been provided with a fake credential.

Suggestions by Araujo et al.

Araujo et. al. [18, 19, 20] proposed a modification of the JCJ Protocol that was based

on the group signature of Camenisch et al. [58].

Each credential in their system is composed of two parts; the short part, r, com-

prises around 20 ASCII characters that can be written down using a pen and paper;

the long part (a, b, c), is recorded in a device or sent via email. The value, r, can be

altered to furnish fake credentials.

Their scheme is designed such that duplicates can be publicly computed from the

bulletin board by any entity that has access to it. Before determining illegitimate

votes, the talliers mix the votes and decrypt them.

The vulnerability of this scheme comes from the fact that a majority of registration
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tellers can produce an illegitimate credential and publish it on the bulletin board

without the voter’s knowledge.

Selections

Clark and Hengartner [59] proposed Selections as a practical improvement to the JCJ

protocol. The protocol was based on the use of dictionary-based passwords. The

scheme was based on a previous work of theirs involving panic passwords [60].

When registering to participate in the system, a voter chooses a list of α pass-

words, extracted from a well-known dictionary. Thereafter, for every election, they

perform a protocol with the registration tellers during which they choose an accepted

password for the election. All other passwords from the dictionary are treated as

panic passwords.

While this system makes it easy to handle passwords and make them readable,

the system reduces the entropy associated with a credential. Given an anonymity

list of 5 words from a 25000-word UNIX dictionary (as suggested by the Clark and

Hengartner), the list has an entropy of 73-bits. An adversary can brute force the

system to post votes on behalf of voters even if they don’t realize the identity of the

voter itself.

Suggestions by Spycher et al.

Spycher et al. [21] identified the vulnerabilities in the suggestion by Araujo et al. [18]

and Smith et al. [15]. They made suggestions to both, improve the worst-case sce-

nario of the JCJ Protocol and avoid introducing new vulnerabilities to the coercion

resistance of the system.

Once votes with invalid proofs have been eliminated, they suggest that a random

number, Xi, of votes be added for each voter in the roll. They do this because, as

shown in the following paragraphs, it becomes evident that the bulletin board can

reveal the number of votes associated with each voter.

For the removal of duplicate votes, they stuck to Smith et al.’s [15, 16, 17] recom-

mendation of using a shared random value, z, by the tabulation tellers. They realized

that this system does not introduce new vulnerabilities as long as the same approach

is not employed for the removal of invalid votes from the system.
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For the removal of invalid votes, they suggested that each vote in the roster (list

of valid credentials) be associated with a plaintext public index, index. As a result,

each vote becomes a three-parameter tuple, (A,B,C), where A and B are encryptions

of credentials and choice (as in JCJ), and C = Encε(index, αC).

The tabulation tellers can perform a re-encryption mixnet shuffle to make every

vote change place and form on the list, (Âi, B̂i, Ĉi). The tellers can jointly decrypt

each Ĉi to the plaintext index to turn vote tuples to (Âi, B̂i, index). The indices

can then be replaced with the corresponding credential entry on the bulletin board,

(Âi, B̂i, σ̂j). A plaintext equivalence test can be performed on the two encrypted

credentials in each vote, PET(Ai, σj). Any vote that fails this is eliminated. The

votes that find pass the PET can be decrypted and added to the final tally.

3.6 Research Objectives

The suggestions made by Spycher et al. reduce the complexity of the JCJ Protocol

down to a worst-case complexity ofO(N), making it linear. These suggestions counter

the vulnerabilities of the previous suggestions by Araujo et. al. [18, 19, 20] and Smith

and Weber [15, 16, 17].

The proposal, however, missed a few caveats regarding the implementation of the

system. It stuck to the JCJ proposal and did not include implementation details

about the generation and transfer of credentials.

This thesis covers a coercion resistant election protocol adapts Spycher et al.’s

suggestions to the JCJ Protocol and including the implementation of credential gen-

eration and transfer used by Civitas.

The proposed protocol needs to be validated to ensure that it does not introduce

security vulnerabilities. It also needs to be ensured that the model complies with the

definition of coercion resistance.

Algorithms are proposed for the management of the encryption and proofs for

the implementation of the system. The system is then implemented as a web-based

application, using the proposed protocol and the algorithms associated with it.

The system is then compared with previous protocols and systems in terms of the

number of modular exponentiations and timing measurements.



Chapter 4

The Proposed Protocol

This chapter introduces Resist, a coercion resistant election protocol that derives

from the suggestions made by Spycher et al. [21] to the JCJ Protocol [12]. The

sections that follow provide an overview of the protocol, present the players and

entities participating in the process, and present the phases covered in each election.

4.1 Overview of the Process

In this section, we cover the overall protocol from the perspective of the voter. The

sections that follow help expand on the brief description provided here.

1. The voter finds their name on the Encrypted Voter List (EVL). They evaluate

the possible options for an authentication teller, choose one of that they trust,

and approach them with valid identity credentials.

2. They obtain their authentication and designation keys, and verify that the

encryptions of these keys and their index, as posted on the bulletin board, are

satisfactory. Additionally, they verify that their name, with an appropriate

index has been made part of the Authenticated Voter List (AVL).

3. When an election is announced, they evaluate the possible options for registra-

tion tellers, and identify at least one honest teller. They complete a protocol

with all registration tellers. They perform a handshake with the registration

tellers independently and obtain multiple shares of their credential. They com-

bine these shares to form a single, complete credential. They verify their shares

with the values posted across their index on the bulletin board. Additionally,

they verify that their name has been correctly included in the Registered Voter

List (RVL).

22
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4. Once the voting window has been opened, they audit as many ballots as they

wish. Once they are satisfied, they post an encrypted ballot along with their

credentials and index to the bulletin board.

5. The bulletin board lists all of the ballots in order of the time that they were

cast. Any voter can verify that their ballot has been posted. These encrypted

votes, however, do not include any identification (in plaintext) of whom the

vote belongs to.

6. When the voting phase concludes, all the votes are evaluated for uniqueness

and correctness. The filtered vote set is summed for the tally. Upon decryption,

voters can find the results of the election, associated with appropriate proofs,

on the bulletin board.

7. Any auditor (not necessarily a voter) can verify the election at any point in

time thereafter by accessing data available from the bulletin board.

The voter additionally has the ability to resist coercion. Before we explain the mech-

anism behind this resistance, we introduce the players in the section below.

Figure 4.1: Voter Interaction with Resist’s entities
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4.2 Players

This section lists the different players involved in Resist’s working.

Figure 4.2: Resist’s Indexed Bulletin Board across phases

4.2.1 Supervisor

The supervisor of the election is a trusted body that creates and handles the entire

system. They manage the list of voters, authentication tellers, registration tellers,

and tabulation tellers. They are responsible for establishing key exchanges for each

of the players.

The supervisor also conducts and manages elections. They create ballots, ques-

tions, and choices. They have the ability to start and stop elections, registration

phases, voting phases, and tabulation phases. All help and queries regarding the

system are directed to the supervisor.

4.2.2 Authentication Teller

The only player that solely takes part in the physical setup phase, namely, the Au-

thentication Teller, does not necessarily have to operate during an election phase
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alone. Authentication tellers are usually independent of the supervisory body, so

that voters who trust a single authentication teller can make a choice of approaching

only them.

Authentication tellers are required to verify the identity of voters that have already

been listed as eligible. Since such verification rules change with each organization and

context, Resist makes no infrastructure to restriction on how such a teller needs to

perform their duties.

4.2.3 Registration Teller

A registration teller is specific to an election. They operate remotely and are indepen-

dent from the supervisory body governing Resist’s functioning. They have the ability

to verify that a voter has been authenticated to take part in the specific election in

question. They generate a credential share for the voter, provide the voter with the

share, and post an encrypted copy of this share on the bulletin board.

Since these bodies are untrusted and exposed to possible coercion, they are re-

stricted in their ability to add keys to the bulletin board, in that they need to specify

the index of the voter to whom the key belongs. They also need to provide a proof

to the voter regarding the encrypted credential-share that they have posted on the

bulletin board.

At least one registration teller is assumed to be honest and their honesty known

to the voter. In the event that all other tellers collude with the coercer, the voter can

alter the credential share of the honest teller alone.

4.2.4 Voter

The voter is the primary entity in an election. They obtain keys for multiple elections

from the authentication teller of their choice. They obtain election-specific credentials

from registration tellers. They take part in the election with the intention to cast

valid votes.

In the event of coercion, they generate fake credentials based on the credential

shares in their possession. They pass on this fake credential to the coercer, and

continue with casting a valid vote as they had initially intended.
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4.2.5 Coercer

This is the primary form of an adversary that Resist intends to tackle. They may

coerce a voter physically in a remote election system. They may make a voter do one

of the following tasks.

1. Abstain from voting (either by oversight or by obtaining their credentials)

2. Cast a specific ballot (of the coercer’s choice)

3. Vote on behalf of the voter

Additionally, the coercer may attempt to influence registration tellers and tabulation

tellers. Resist counters this by increasing verifiability by the need to publish proofs.

In the event that a proof is incorrect, voters can identify coerced tellers.

4.3 Setup Phases

4.3.1 System Setup Phase

The initial setup of the voting system assumes the trustworthiness of the election

supervisor. Prior to beginning the actual election process, a system like Resist involves

cementing the inclusion of a few key attributes and players of the system. This

phase requires an untappable channel which should imply the physical presence of

key players.

Supervisor Setup

The supervisor operates as the administrator for all elections held within the system.

The supervisor additionally set up authentication tellers individually. The key ex-

changes associated in this assignment of authority requires untappable channels. Any

independent entity should be capable of serving as an authentication teller, given a

prerequisite satisfaction of trustworthiness. This requisite can be evaluated subject

to the guidelines laid down by the supervisory authority of concern.

As a governing body, the supervisor posts a list of eligible voters obtained from

a precompiled database. A real-world analogy for this will be a subset of a reliable

census, including only people of the right age and citizenship. Within Resist, this list
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is called the ”Eligible Voter List” (EVL). The EVL serves as a superset of all other

voter lists within the system.

Voter Authentication

Once a voter has been enrolled in the EVL, they then approach the authentication

teller of their preference. On provision of valid identity and after appropriate verifi-

cation, the authentication tellers can then provide them with two keys, one termed as

the authentication key and the other termed as the designation key. The public keys

are made available on the bulletin board. The voter is then entered into an ”Authen-

ticated Voter List.” These two keys have their corresponding roles and counterparts

in the Civitas protocol. Additionally, voters also receive a uniquely identifiable index

on the bulletin board. This is intended to eventually reduce the tabulation time for

each election.

Once a voter has obtained their keys, they can use these keys to participate in

multiple elections thereafter. These keys are modifiable and updatable in the database

on the request of the voter. Dissociating this phase from the election phase makes

the interactions from this phase available at all times, regardless of election periods.

4.3.2 Election Phase

Once the system has been set up, voters are available to participate in elections.

The supervisor can then create and conduct elections, with guaranteed participation.

Conducting an election requires two other key players, the registration tellers and

the tabulation tellers. This phase can be further divided into the following phases in

order.

Election Creation Phase

In this phase, the supervisor sets up election parameters and players. They have to

provide the election with a name, a list of questions (with fixed choices), identities of

registration tellers, and identities of tabulation tellers.

The phase includes a key exchange with each registration teller and tabulation

teller, at the end of which, their public keys are posted to the bulletin board. This
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key exchange can preferably be conducted in-person, but is still considered a remote

phase, since the voter does not need to be physically present.

Both registration tellers and tabulation tellers are independent entities. Each

registration teller receives a unique key that gives them the authority to create and

post credential shares. Tabulation tellers, however, receive a share of the overall

tabulation key. This is implemented with the intention of using a threshold crypto-

system, wherein the decryption of votes requires the minimal agreement of a pre-

decided key-share.

Registration Phase

Voters have an authentication key and a designation key at this point. These two

shares give them access to their private credential for each election. They get to

choose the registration tellers that they trust and intend to obtain their keys from.

Since a single voter may not completely trust an independent authority, they can

obtain shares of their credential from multiple tellers.

Each voter sends their authentication key to each of the registration tellers of their

choice. After a simple verification of the key, the tellers generate and return their key,

which can only be decrypted with the voter’s designation key. The registration tellers

also post voter credential shares to the bulletin board, encrypted with the tabulation

tellers’ public key.

Registration tellers additionally add registered voters to the ”Registered Voter

List” (RVL) which serves as a subset of the previously posted AVL. This adds to

Resist’s verifiability.

4.4 Indexed Bulletin Board

Resist’s central verifiability is derived from the availability of a publicly accessible

bulletin board. The board is used in each phase of the system, and besides verifiability,

is the only medium of passing information between two distinct phases.

1. System Setup Phase. All voters that are eligible to participate in the election

are posted to the bulletin board as part of the EVL. The supervisor also posts

public keys of the authentication tellers.
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2. Authentication Phase. Each authentication teller verifies voters that ap-

proach them with valid verification (or identity) credentials. The authentication

teller posts the public part of the voter’s authentication and designation keys

onto the bulletin board, associated with a unique index for each voter. Voters

are also added to the AVL on the bulletin board.

3. Registration Phase. Each share of each voter’s credential is posted on the

bulletin board, encrypted with the public key of the tabulation tellers. These

credential shares are associated with a voter’s index. Additionally, all voters

that receive a credential are added to the RVL.

4. Voting Phase. All ballots cast during an election are posted in an encrypted

format, along with associated proofs. The encrypted ballots are available on

the bulletin board in order of the time that they were cast.

5. Tabulation Phase. Once the ballots have been filtered and tabulated, the

tabulation tellers post the final results of the election on the bulletin board,

along with requisite proofs.

Once a value has been posted on the bulletin board, it cannot be altered or modified.

The only modifiable entities are the three voter lists, that need to be updated as time

passes.

4.5 Ballot Casting

A voter can access a verifiable copy of the entire ballot and mark their individual

choices for each question. Once the ballot has been completely marked, it is encrypted

with the public key of the tabulation tellers. The encrypted ballot includes individual

proofs generated for both, the ballot and the index/credential.

Resisting Coercion. In the event that an attempt is made to coerce the vote,

the voter can simple generate fake credentials and provide the same to the coercer.

Resist provides the ability to generate an associated proof that makes their credential

indistinguishable from the rest. The coercer may then cast a vote on the voter’s

behalf, using the fake credential.



30

Revoting. It is assumed that the voter has enough time to cast at least a single

ballot without the knowledge of the coercer. Additionally, the voter can cast multiple

ballots associated with the same credential. This especially helps if the coercer man-

ages to obtain valid credentials for the voter, and the honest voter wishes to override

such a vote. The rules for tallying duplicate ballots can be explicitly specified by the

supervisor at the time of creation of the election.

4.6 Tallying

The tabulation authorities initially need to eliminate incorrectly formed votes accord-

ing to the rules decided at the start of the election. A single run through the votes

should suffice, given that each ballot explicitly provides zero knowledge proofs for

each vote.

The tabulation tellers then add a random number of votes against each voter on

the roll. They then pass the votes through a mixnet to anonymize them.

This credentials from this anonymized list are then blinded and entered into a

hash table. Collisions are silently dropped and the result is a list of unique votes,

with duplicates eliminated.

The unique votes are then passed through a second mixnet. The indices from

the remaining list are decrypted and replaced with corresponding credentials from

the voter roll. Any vote found to have credentials different from those on the roll is

eliminated.

The remaining votes, which are now unique, honest, and valid, are decrypted.

Using the combined decryption key from multiple tabulation tellers, the final tally

for each of the choices is revealed.

The results of the election are posted on the bulletin board, along with their

associated proofs. Anyone who can access the bulletin board can verify that the

results have been tallied and the proofs have been generated correctly.
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Verifying the Proposed Protocol

5.1 Overview of ProVerif and Applied Pi Calculus

Security protocol evaluation is used to formally verify models for claimed properties.

Automatic verification of security protocols are performed using such as Scyther [61],

ProVerif [62], and AVISPA [63] among others. Each of these tools satisfy a particular

type of security protocol, depending on their implementation and definition.

Since Proverif [62] checks for observational equivalence, it is used to evaluate the

(in)ability of an adversary (the coercer) to differentiate between two processes, which

are explained later in this section. However, Proverif checks for a stronger notion of

equivalence than is fulfilled by ballot secrecy [64].

Formal definitions of electronic voting protocols, using Applied Pi calculus, can be

found in the works of Deluane et al. [65, 66, 67]. This eventually lead to a more spe-

cific verification of the JCJ Protocol [12] in the work of Backes et al. [1]. The analysis

performed in their work verifies their definitions voter privacy, receipt-freeness, and

coercion resistance. Relevant examples of verification of other internet voting proto-

cols that were carried out using applied pi calculus include contributions from Gerling

et al. [68] for Civitas [14] (developed on Backes et al. [1]), Acquisti [69] by Meng et

al. [70], and the Norwegian Internet Voting Protocol [64] by Cortier et al. [71].

Resist’s voting protocol is based on Spycher et al.’s [21] suggested improvement

of the JCJ/Civitas protocol [12]. Since Backes et al. [1] analyzed and validated

the JCJ protocol, Resist’s verification involved building upon this work to include

an indexed bulletin board, and its implication on soundness, receipt freeness, and

coercion resistance.

Resist’s model for Verification can be seen to have the use of indices associated

with voter credentials, leading to changes primarily in zero knowledge proofs.

31



32

5.2 Syntax of Applied Pi Calculus

This section provides an overview of the semantics of the applied pi-calculus used in

definitions below.Please refer Section 2 and Section 5.1 of Backes et al. [1] to gain a

clear understanding of the notations. A signature
∑

, defines a finite se of function

symbols, each with an arity. The function with arity 0 represents a constant symbol.

Given
∑

, an infinite set of terms an be built as follows. These terms present naming

conventions and are not used to define variable names.

L,M,N, T, U, V ::= terms

a, b, c channel names

n,m names of any sort

x, y, z variable

u names and variables

f(M1, ...,Mt) function application

The terms above, are equipped with the basic equational theory, E, of equivalence

relations, closed under substitution relations on terms as variables and under appli-

cation of term contexts. E is written for equality as E ` M = N and for inequality

as E 6` M = N . The equational theory given below contains function symbols taken

from previous work by Backes et al.[72].

eq(x, x) = true

∧ (true, true) = true

∨ (true, x) = true

∨ (x, true) = true

pet(enc(x, pk(y), z), enc(x, pk(y), w), sk(y)) = true

fst(pair(x, y)) = x

snd(pair(x, y)) = y

dec(enc(x, pk(y), z), sk(y)) = x

msg(sign(x, sk(y))) = x

ver(sign(x, sk(y)), x, pk(y)) = true

The syntax for an example process, P , is as below.
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• Plain processes are represented with specifications as vn.P , which generates a

fresh name n before behaving as process P .

• If a message N is to be receives by P on channel a, it is represented as a(x).P ,

which makes the process behave as P{N/x} (N given x).

• If a message N is output on channel a before process P , this is represented as

ā〈N〉.P .

• !P represents an unbounded number of copies of P .

• P |Q executes P and Q parallely.

The scopes of names and variables is elaborated below.

• fn(P ) represents free names in process P .

• fv(P ) represents free variables in process P .

• M̃ represents an arbitrary sequence of terms M1,M2, ...,Mk.

• vñ is an arbitrary sequence of name restrictions n1, n2, ..., nk.

• c̄〈x̃〉.P is the output of a tuple x̃ on channel c before behaving as process P .

Consider the following readable example, let x = M in P . It is formally rep-

resented as va.(ā〈M〉|a(x).P ). Similarly, a statement, let x ∈ M̃inP , is formally

represented as va.(ā〈M1〉|ā〈M2〉|...|ā〈Mk〉|a(x).P ), where a 6∈ fn(P ).

The definitions below are modelled using the syntax of processes, variables, names,

and channels, as before, in terms of execution traces of events. We point the interested

reader to Abadi et. al. [73], to better understand the concept of execution traces.

5.3 Modeling and Verifying the Protocol

5.3.1 Soundness

Backes et al. described soundness with the help of correspondence assertions [74],

an approach that imposes causality between the occurrence of events in the election
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protocol. The soundness of a protocol is adjudged on the basis of three properties,

which are defined below.

The events in context include newid(in) when an identity is issued for a voter,

startid(id) and startcorid(id) are the starts of registration for an honest and a cor-

rupted voter (one that colludes with the coercer).

The event beginvote(id, v) is the casting of a vote v by an honest voter with

identity id. A corrupted voter, in this model, casts a vote without asserting a choice

v. The event endvote(v) represents the tallying of the vote v.

Definition 5.3.1. Soundness. A trace t guarantees soundness if and only if the

following conditions hold:

1. Inalterability. The inability to change the contents of a vote. This is guaran-

teed by ensuring that every vote that is included in the final tally corresponds

to a vote cast by an honest voter and a corrupted voter.

For any t1, t2, v such that t = t1 :: endvote(v) :: t2, there exist id, t′, t′′, t′′′ such

that

(a) an honest voter

t1 = t’ :: startid(id) :: t’’ :: beginvote(in, id) :: t’’’ and t’ :: t’’ :: t’’’ :: t2

guarantees soundness

(b) or a corrupted voter

t1 = t’ :: startcorid(id) :: t’’ , and t’ :: t’’ :: t2 guarantees soundness

2. Eligibility. Only registered voters can cast a ballot. Implied by correspon-

dence assertions between registration and casting, shaping the process to en-

force causality.

For any t1, t2, id, such that, t = t1 :: startid(id) :: t2, or t = t1 ::

startcorid(id) :: t2, the event newid(id) occurs in t1.

3. Non-reusability. Ensuring that a voter is responsible for a single valid vote

only. An election protocol can guarantee non-reusability by ensuring an injective

relationship between the start and end of casting a ballot.

For any t1, t2, id, such that, t = t1 :: startcorid(id) :: t2, the events startid(id)

and startcorid(id) do not occur in t1 :: t2.
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Verifying the formal definition of soundness required annotation similar to Ta-

ble 5.1. The inclusion of an index, implied additional message exchanges, and pri-

marily, a modification to the existing parameters of previously defined zero knowledge

proofs. The results obtained from ProVerif show that Resist’s protocol guarantees

inalterability, eligibility, and non-reusability despite mild alterations made to existing

annotations.

Although Resist, in its implementation, guarantees non-reusability in the registration

phase using Civitas’ [14] implementation of Needham-Schroeder-Lowe [75], this was

altered here by the modelling of a simple nonce handshake, which satisfies the pur-

pose of analyzing the protocol as a whole. An analysis of Needham-Schroeder-Lowe

can be found in the works of Bogdan Warinschi [76].

5.3.2 Coercion Resistance

Resist’s definition of coercion resistance is derived from the initial proposal by Juels

et al. [12] in their description of the JCJ Protocol. We have described them below to

provide an overview before formal analysis.

1. Receipt-freeness. Since the Australian ballots’ passive privacy did not guar-

antee resistance to coercion, receipt freeness, as a concept, was first introduced

by Benaloh and Tunistra [77]. This property guarantees the inability of a voter

to prove how they voted.

2. Immunity to simulation attacks. This attack definition drives the formal

analysis and verification since it implies both, receipt-freeness and forced ab-

stention. A protocol that guarantees resistance to coercion leaves the coercer

incapable of differentiating whether or not they have been coerced.

3. Immunity to forced-abstention attacks. A forced abstention attack is one

wherein a voter is forced to abstain from casting their ballot in an election. This

attack is almost impossible to solve in physical elections, but can potentially be

solved using remote voting.

4. Immunity to Randomization attacks. A randomization attack is often

witnessed when a voter is forced to enter a random message as part of their
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Table 5.1: Resist (or Indexed Juels, Catalano, and Jakobsson) Processes in the Ap-
plied Pi-calculus, derived from Backes et al. [1]

voter , corvoter , identityissuer ,
cid(id) cid(id). vid.
startid(id) startcorid(id). newid(id).
chVR(index, cred) chVR(index, cred). cid〈id〉.
let vote ∈ vA, vB, vC in pub〈index, cred〉 chIR〈id〉.
beginvote(id, vote) pub〈id〉
vr1, vr2, vr3.pub〈zk〉

registrar ,
chIR(id).
vcred. vindex. vr1. vr2.

chV R〈index, cred〉.
pub〈sign(enc(index, pk(kT ), r1), sk(kR)), sign(enc(cred, pk(kT ), r2), sk(kR)))〉.
chRT 〈enc(index, pk(kT ), r1), enc(cred, pk(kT ), r2))〉.

tallier ,
pub(zkp).
if V er6,7(proof, zkp) then
if Public5(proof) = vA then
if Public6(proof) = vB then
if Public7(proof) = vC then
let encindex = Public1(zkp) in
let enccred = Public2(zkp) in
let encvote = Public3(zkp) in
chRT ((encindex1, enccred1))
if eq(dec(encindex, sk(kT )), dec(encindex1, sk(kT ))) then
if pet(enccred, enccred1, sk(kT )) then
let vote = dec(encvote, sk(kT )) in
cvotes〈vote〉

JCJ , vcid.vchIR.vchV R.vchRT .vkT .vkR.pub〈 pair(pk(kT ), pk(kR))〉.
(!voter | !corvoter | !identityissuer | !registrar | !tallier)

zk = ZK6,7(index, r3, cred, r2, vote, r1;
enc(index, pk(kT ), r2), enc(cred, pk(kT ), r3), enc(vote, pk(kT ), r1), pk(kT ), va, vb, vc;
proof)

proof = enc(α1, β4, α2) = β3∧
enc(α3, β4, α4) = β2∧
enc(α5, β4, α6) = β1∧
(α5 = β5 ∨ α5 = β6 ∨ α5 = β7)

LEGEND :
chV R - Private channel between voter and registrar;
chIR - Private channel between identityissuer and registrar ;
chRT - Private channel between registrar and tallier;

vote. Elections that provide the option for write-ins are exploited to cast votes

for random candidates that are not on the candidate list. Resist does not need

to address this since, in its implementation, it does not provide the option for
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Table 5.2: Resist (or Indexed Juels, Catalano, and Jakobsson) Processes for Coercion
Resistance, derived from Backes et al. [1]

coercedvoter , cheatingvoter , absvoter ,
cid(id). cid(id). cid(id).
chV R(index, cred). chV R(index, cred). chV R(index, cred).
c〈(index, cred)〉. vfakeindex.
c1〈(index, cred)〉. vfakecred.

c〈(fakeindex, fakecred)〉|
letvote = vAin
vr1.vr2.vr3.

pub〈zk〉

tallierE ,
pub(zkp). extractor ,
if V er6,7(proofenc, zkp) then (cid(id).chV R(indexext, credext).
if Public5(proof) = vA then vA.vB.
if Public6(proof) = vB then (c1(fakeindex, fakecred).!a〈(fakeindex, fakecred)〉)|
if Public7(proof) = vV then (!c2((encindex, encindex1, enccred, enccred1, encvote)).
let encindex = Public1(zkp) in a(fakeindex, fakecred).
let enccred = Public2(zkp) in let vote = dec(encvote, sk(kT )) in
let encvote = Public3(zkp) in let index = dec(encindex, sk(kT )) in
chRT (encindex1, enccred1). let index1 = dec(encindex1, sk(kT )) in
c2〈(encindex, encindex1, enccred, enccred1, encvote)〉. let cred = dec(enccred, sk(kT )) in
if eq(dec(encindex, sk(kT )), dec(encindex1, sk(kT ))) then let cred1 = dec(enccred1, sk(kT )) in
if pet(enccred, enccred1, sk(kT )) then if index = fakeindex then
letvote = dec(encvote, sk(kT )) in if index1 = indexext then
cvotes〈vote〉. if cred = fakecred then

if cred1 = credexext then

b〈vote〉)|
(b(z).if z ∈ {va, vb, vc} then
[ ]))% either 0 or cvotes〈z〉

JCJ–CR1 , vc1.vc2.vcid.vchIR.vchV R.vchRT.vkT.vkR.

pub〈pair(pk(kT ), pk(kR))〉.
(!voter | !corvoter | !identityissuer | !registrar | !tallierE |
coercedvoter | voter(vA) | extractor(0))

JCJ–CR2 , vc1.vc2.vcid.vchIR.vchV R.vchRT.vkT.vkR.

pub〈pair(pk(kT ), pk(kR))〉.
(!voter | !corvoter | !identityissuer | !registrar | !tallierE |
cheatingvoter | voterabs | extractor(cvotes〈z〉))

write-ins.

Resist’s verification for coercion mimics the analysis described in Backes et al [1].

The formal definition for coercion resistance describes two possible contexts of the

protocol.

• One context represents a scenario in which the coercer successfully obtains a

valid credential from the voter and either votes on their behalf or abstains from

voting.

• Alternatively, the second context represents a scenario in which the voter gen-

erates and provides a fake credential to the coercer and votes on their behalf
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(or voluntarily abstains from voting). The protocol can claim to be coercion

resistant if the coercer fails to differentiate between these two traces.

Modelling an election protocol for coercion resistance also requires the construction of

an additional context called ‘extractor’ (E). Once the tabulation authorities eliminate

duplicate votes, the extractor identifies coerced votes (those with incorrect creden-

tials) and balances these votes in the final tally in such a way that the coercer has

no way of identifying this event. In order to identify coerced votes, the extractor

needs to have access to election secrets and is thus restricted both, syntactically and

semantically [1].

The verification of Resist’s voting protocol, similar to JCJ, required modification of

processes referred to in Table 1 to include the extractor and cheating, coerced, and

abstained voters. The processes can be found in Table 2. The authors claim no nov-

elty of this representation, since it is a version of the model presented in Backes et

al. [1]. Besides, Definition 3.2 is a re-iteration of the definition from Backes et. al.,

tied with an overview and results from the execution of the modified version to suit

Resist’s protocol. The zero knowledge proofs were compiled using an earlier work of

Backes et al. [72].

Definition 5.3.2. Coercion Resistance. [1] An election context S guarantees

coercion-resistance if there exist channels c, c1, and c2, a sequential process Vfake, an

extractor Ec1,c2,z
k , and an election context S ′, such that

1. There exists an election context S ′′ and two authority processes A, A′ such that

S ≡ S ′′[A | [ ]], S ′ ≡ vc1, c2.S
′′[A′|[ ]], and vc2.(A′ | !c2(x)) ≈ A;

2. S ′[ V
coerced(c,c1)
i | Vj(v′) | Ec1,c2,z

k [0] ]

≈ S ′[V
cheat(c,c1)
i (v′) | V abs

j | Ec1,c2,z
k [c̄votes〈z〉] ]

where v′ ∈ ṽ is a valid vote;

3. vc.S ′[!c(x) | V cheat(c,c1)
i (v′) | V abs

j | Ec1,c2,z
k [cvotes〈z〉]] ≈ S[Vi(v

′) | V abs
j | V abs

k ];

4. Let P = c(x̃).let xv = v in V vote x̃/ũ, v ∈ ṽ, ũ = captured(V reg), and x̃ ∩ ũ =

∅ then
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(a) ProVerif output for Soundness

(b) ProVerif output for Condition 2 of Coercion Resistance

(c) ProVerif output for Condition 3 of Coercion Resistance

(d) ProVerif output for Condition 4 of Coercion Resistance

(e) ProVerif output for Condition 5 of Coercion Resistance

Figure 5.1: Validating Resist for Soundness and Coercion Resistance using ProVerif

vc.S ′[P | V cheat(c,c1)
i (v′) | V abs

j | Ec1,c2,z
k [cvotes〈z〉]] ≈

vc.S ′[P | V cheat(c1,c2)
i (v′) |

V abs
j | Ec1,c2,z

k [cvotes〈v〉]];

5. S[V inv−reg
i ] ≈ vcvotes.(!cvotes(x) | S[Vi(v)]), where v is a valid vote.

Condition 1 defines two election contexts S and S’; the two contexts differ only in

the ability of the tallying (tabulation) authority to share a channel with the extractor.

In Condition 2, the former process represents a coerced voter (one that provides

the coercer with the actual credential), corresponding to another voter casting their

vote (v’) and the extractor nullifying the vote. The latter process is equivalent to

a voter providing a fake credential to the coercer before casting a valid vote (v’), in

parallel with another voter that abstains from voting, and an extractor tallying the



40

invalid vote that the coercer cast on behalf of the voter. In order to be coercion

resistant, the two processes need to be observationally equivalent. This condition was

verified with ProVerif.

While Condition 2 is a basic representation of observational equivalences, the

conditions that follow include additional representations of the characteristics of the

extractor.

Condition 3 represents a coercer (with a fake credential) that abstains from voting.

As a result, the extractor, which has access to the fake credential, must abstain. This

condition was verified with ProVerif.

Condition 4 represents a coercer using fake credentials to cast a valid vote on behalf

of the voter, Vi, followed by the extractor tallying this vote. Resist was verified to

satisfy this equivalence.

The final condition includes an additional restriction to justify the extractor’s

abstraction of the third voter; the tallying authority silently discards any vote with

invalid registration credentials. This was verified using ProVerif.



Chapter 6

Algorithms in the Proposed Protocol

The chapters so far have described Resist’s protocol and modeled it using observa-

tional equivalences. The phases and interaction between the tellers, however, need

to be broken down into protocols and algorithms before going ahead with the imple-

mentation of the system (described in Chapter 7).

This chapter presents the primitives of cryptography and describes the algorithms

and protocols used for encryption, decryption, proofs, and authentication. It presents

the system from an algorithmic standpoint, which will not only help the reader un-

derstand the functioning of the protocol, but also translate this understanding into

an implementation (in any language) of their preference.

6.1 Concepts in Cryptographic Systems

6.1.1 Public Key Cryptography

Initially suggested as a key exchange protocol in their paper by Whitfield Diffie and

Martin Hellman [78] in 1976, public key cryptography was introduced as an alternative

to symmetric key cryptography by Rivest, Shamir, and Adleman introduced RSA in

1978 [79].

The concept of public key cryptography deviated from traditional secret key cryp-

tography in that it didn’t rely on sharing a secret between two untrusted parties. It

instead suggested that each entity have two keys that belong to them, one that they

keep secret (and use for decryption) and one that they share with other entities (to

be used for decryption). Public key cryptography found use not just in cryptography,

but also in signing messages, authenticating participants in a system, and verifying

the integrity of an encrypted message.

The algorithm explained in this thesis concentrated on the ElGamal public key

cryptosystem, since it has been used in the implementation of the election systems.

41
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Reasons for this choice can be found in the sections that follow. It may suffice to

state that the system was developed based on the discrete logarithm problem, which

also formed the basis of RSA [80].

The Discrete Logarithm Problem

Before we explain the discrete logarithm problem, it’ll help to give a brief of the

preliminaries. Most operations in Public Key Systems involve numbers that fall

under a multiplicative cyclic group (referred henceforth as G). Every element, h in

G can be generated represented as gx for some value x. The value g is referred to as

the ‘generator’ of G, because it generates every value in the group.

The order of the cyclic group is the number of elements in the group 〈g〉. Therefore,

the elements in the cyclic group G of order n are G = {e, g, g2, ..., gn−1}, e is the

identity element.

Given a group G, generator g, element h 3 h = gx mod n), the value x is called

the discrete logarithm of h to the base g. The discrete logarithm problem is to find

the discrete logarithm (x) of an element in G, given the order of the cyclic group

(n), the generator(g), and the element itself (h). For large prime numbers (size of n),

there is no known efficient algorithm that solves the problem for a value of h.

Parameter Generation

Every entity in a public key cryptosystem requires a public key and a corresponding

private key. The parameters are generated (given a previously chosen bit-length)

prior to key generation. These parameters define the aforementioned cyclic groups,

under which all values required for the cryptosystem exist.

The key parameters in an ElGamal cryptosystem involves a multiplicative cyclic

group comprising integers modulo a prime value p 3 p = 2kq+1, where q is a randomly

chosen prime. All plaintext integer messages that require encryption belong to the

message space M, which is the order q subgroup of Z∗p. The algorithm to generate

parameters required for an ElGamal cryptosystem has been described in Algorithm

6.1.1.

The bit-length of an integer, although not represented its binary form, is referred

to in bits. This is because the number of random bits in the parameters determine



43

the entropy of the key. Usually, an ElGamal or an RSA system will have parameters

of bit length 256, 512, 1024, 2048, or 4096.

Once the parameters, p, q, and g have been generated, they are used to in all

encryption, hashing, and proof algorithms that are needed by the system.

Algorithm 6.1.1: ElGamal Parameter Generation

Due to : Adaptation of DSA parameter generation as stated in NIST[81].

Input :

1. L : The requested length for p (in bits), recommended L = 2048.

2. N : The requested length for q (in bits), for L = 2048, N = 224.

Output :

1. p, q : The requested primes, such that |p| = L and |q| = N .

2. g : The generator of the finite field.

Process:

1. Select a random N -bit prime q.

2. Select a random L-bit number p. Round p−−1 down to a multiple of 2q by

setting p equal to p−−(p mod q) + 1. Unless p is prime |p| = L. Repeat for

2log2(l)+2 tries, after which, pick a new q.

3. repeat

h← [1...p− 1]; g = h(p−1)/q mod p;

until g 6≡ ±1(mod p);

4. Output(p, q, g)

Key Generation

Each participant (Sender or Receiver) in a Public Key Cryptosystem has at least one

key pair, one public key and one private key. The public key is used revealed to all

possible senders so that they can encrypt their message using the public key. The
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private key is kept secret to allow only the entity, the receiver that it was intended

for, to decrypt and read the message.

The key generation algorithm, Algorithm 6.1.2, shows how the discrete logarithm

problem is leveraged to generate ElGamal Keys.

Algorithm 6.1.2: ElGamal Key Generation

Due to : Taher ElGamal [82].

Input :

1. p, q, g : ElGamal Parameters generated in Algorithm 6.1.1.

Output :

1. y : Public Key

2. x : Private Key

Process:

1. x← Z∗q

2. y = gx mod p

3. Output (y, x)

Encode

Before we get into encryption, there is a caveat to what an ElGamal cryptosystem

in Resist is required to do. Most voting systems advocate for this as well, and the

reason becomes clear in Section 6.3 which explains the encryption of ballots.

If an integer plaintext message is beyond the message space M, then it can be

encoded into the space by encoding it back into the M. This is done by making the

element a discrete log instead of the element itself. Algorithm 6.1.3 presents how this

is done.

It is imperative that this encoding remain lossless. Encoded messages as this are

used to record vote choices, and this value (which although cannot be decoded) needs

to record the plaintext message in a lossless manner.
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Algorithm 6.1.3: Encode

Due to : Cramer and Shoup [83]

Input :

1. m : An integer message, such that m ∈ Z∗q

Output :

1. M : An encoded message, such that M ∈M

Process:

1. M = gm mod p

Encryption

If a plaintext needs to be encoded into the message space M, this needs to be per-

formed prior to encryption. In this case, the result of the encoding is treated as the

message that is encrypted.

The use of a random value (chosen from Z∗q) ensures that the resulting ciphertext

for each encryption of the same plaintext looks different. If an adversary has access to

a few encryptions of the plaintext in question, they still fail to ascertain the plaintext

corresponding to the ciphertext in question [84].

The resulting ciphertext contains two parts, α and β. α encrypts the value used for

randomizing the output. β encrypts the message itself, along with the randomization

of the encrypting (public) key.

Re-encryption

Given a ciphertext, the plaintext can be re-encrypted to take a different form. The use

of re-encryption will be seen in later sections, in the implementation of Re-encryption

Mixnets and Ensuring a correctly cast vote.

A re-encryption of the message does not require any decryption or knowledge

of the plaintext. The operation is performed on the ciphertext. The algorithm is

presented in Algorithm 6.1.5
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Algorithm 6.1.4: ElGamal Encryption

Due to : Taher ElGamal [82]

Input :

1. m : An integer message that needs to be encrypted. This message does not

need to be in the message space M.

2. y : Public key y, generated in Algorithm 6.1.2

Output :

1. α : Part of the ciphertext enclosing the randomness, r.

2. β : Part of the ciphertext enclosing the message, m.

Process:

1. M = Encode(m)

2. r ← Z∗q

3. α = gr mod p

4. β = Myr mod p

5. Output(α, β)

Decryption

The encrypted message will have two parts α and β. The two need to be decrypted

down to the correct plaintext regardless of the value of r used for encryption (or

re-encryption).

In Algorithm 6.1.6, b
ax

implies that b is multiplied with the inverse of ax within

the finite field p. One of the most common ways of determining the inverse of a value

in a finite field is by using Fermat’s Little Theorem [85].

A primitive representation of the theorem is as follows.

ap ≡ a (mod p),

where p is a prime number.
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Algorithm 6.1.5: ElGamal Re-encryption

Due to : Taher ElGamal [82]

Input :

1. y : Public Key y, generated in Algorithm 6.1.2.

2. c = (α, β) : Ciphertext obtained from ElGamal Encryption using Algorithm

6.1.4.

Output :

1. c′ = (α′, β′) : Ciphertext c encrypted under a new randomness r

Process:

1. r ← Z∗q

2. α′ = αgr mod p

3. β′ = βyr mod p

4. Output((α′, β′))

This can further be simplified to the following.

a−1 ≡ ap−2 (mod p)

Algorithm 6.1.6 shows a basic method of reducing the ciphertext to the value M .

However, if this value was an encoding of the original plaintext, it needs to be decoded.

This remains a problem for large numbers, while a few solutions exist for smaller

integral plaintext values. The Baby-Step-Giant-Step algorithm [86], Functional Field

Sieve [87], and Index Calculus algorithm [88] are some of the common ways of solving

the discrete logarithm problem efficiently for smaller values.

Since the ElGamal parameters used for Resist will be 512 bits or greater, tradi-

tional approaches fail to efficiently solve the Discrete Logarithm Problem. For ex-

ample, using the Baby-Step-Giant-Step algorithm requires constructing a large hash

table. 512-bit parameters will result in a table whose size exceeds traditional com-

puter memory size.
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Since the number of participants in an election will not exceed a few billion, it is

more convenient to loop through encodings and determine equality than to create a

hash table of the encodings of 512-bit numbers.

Algorithm 6.1.6: ElGamal Decryption

Input :

1. x : Private Key y, generated in Algorithm 6.1.2.

2. c = (α, β) : Ciphertext obtained from ElGamal Encryption using Algorithm

6.1.4 or Algorithm 6.1.6.

Output :

1. m : Original plaintext integer message, m

Process:

1. M = β
αx mod p

2. m = Decode(M)

3. Output(m)

6.1.2 Commitments and Hashes

A cryptographic hash is a one-way mathematical function that maps a arbitrary-

length plaintext data to a fixed-length bit-string. Being “one-way” implies that the

function is irreversible, i.e., the hash cannot be turned back to the original string.

Hashes are usually used to sign or verify the integrity of a message/claim [89].

Resist uses hashes in order to generate “commitments”. A commitment by an

entity or player in the system is a way for them to assert the correctness of a claim.

It is used, for example, in Algorithm 6.1.10 to help tellers verify that the key shares

being generated for all tellers are correct and all players in the system are honest.
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Algorithm 6.1.7: Commitment

Input :

m : integer or string plaintext message.

Output :

h : integer hash of message m.

Process:

1. h = hash(m)

2. Output h

6.1.3 Zero Knowledge Proofs

A Zero knowledge proof is a way for one player (the prover, P) in a system to prove to

another player (the verifier, V) that they know the contents of an encrypted message,

or have knowledge of a value, without revealing the value itself. As a result of verifying

the correctness of the proof, V cannot learn or reveal any new information about the

value itself.

The proof KnowDlog, shown in Algorithm 6.1.8, is one example of a zero knowl-

edge proof. Here, the prover P attempts to prove that they have knowledge of the

discrete logarithm, given public input of the generator and an element in the finite

field, p. This proof is used in the Distributed Key Generation Algorithm, shown in

Algorithm 6.1.10.

Similarly, Algorithm 6.1.9, EqDlogs is derived from a protocol previously proposed

for verification of cryptographically secure electronic wallets [91]. It’s been used in

Resist and Civitas [14] when tabulation tellers need to jointly decrypt a ciphertext

using their key shares.

The protocol is used to prove that they are aware of their private key share, xi,

and are using it to decrypt the the given ciphertext. The proof leverages the fact that

both, the public key yi and the decryption share ai are elements in a cyclic group,

whose discrete log is the private key share, xi.
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Algorithm 6.1.8: 〈Protocol〉 KnowDlog

Due to: The protocols for Signature Generation and Verification presented

by Schnorr [90]

Principals: Prover P and Verifier V
Public Input:

1. g, y : Parameters to Prove

Private Input:

1. x : Private/Secret Value, such that, y ≡ gx(mod p)

The Protocol:

1. P : Compute :

• z ← Z∗q

• a = gz mod p

• c = hash(g, a) mod q

• r = (z + cx) mod q

2. P → V : a, c, r

3. V : Verify gr ≡ ayc(mod p)

More examples of Zero Knowledge Proofs will be found in the sections that fol-

low. Resist uses these proofs to make the system verifiable, and help untrusted parties

(players) verify the values, credentials, and encrypted messages that they are receiv-

ing.

6.1.4 Distributed Cryptosystem

While the votes that are cast to Resist are encrypted by a single public key, the

corresponding private key for the system does not lie with a single player or entity.

Instead, the system provides shares of the private key to multiple tabulation tellers;

these players are chosen with the understanding that colluding with each other is
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Algorithm 6.1.9: 〈Protocol〉 EqDlogs

Due to: The Basic Signature Scheme for Wallet Databases with Observers,

presented by Chaum and Pedersen [91].

Principals: Prover P and Verifier V
Public Input:

g, a : Two different generators of two different finite fields; The order of both these

fields are equal, i.e., p.

p, q : ElGamal parameters that define the aforementioned finite fields.

yi, ai : Elements belonging to each of the two finite fields, generated by g and a

respectively.

Private Input:

xi : Private/Secret Value, which serves as the discrete log of elements yi and ai

in their respective finite fields, i.e., yi ≡ gxi (mod p) and ai ≡ axi (mod p)

The Protocol:

1. P : Compute :

• z ← Z∗q

• u = gz (mod p)

• v = az (mod p)

• w = hash(yi, ai, u, v) mod q

• r = (z + wxi) mod q

2. P → V : u, v, w, r

3. V : Verify gr ≡ uywi (mod p) and ar ≡ vawi (mod p)

against their interests.

Distributing the private key results in a system that has a slightly different key

generation and decryption algorithm. The principle behind the system remains the
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same, and so does the way that the encryption is handled.

When keys are generated for a distributed cryptosystem, as shown in Algorithm 6.1.10,

each of the private key shares are (uniformly) randomly chosen and made discrete

logs of the public key shares. This step is similar to regular ElGamal Key Generation

(Algorithm 6.1.2). The overall public key is the product of all public key shares, while

each private key share is given out to the respective players (tabulation tellers).

Algorithm 6.1.10: 〈Protocol〉 Distributed ElGamal Key Generation

Due To: Distributed ElGamal Key Generation in Civitas [14].

Public Input.

(p, q, g) : ElGamal Key Parameters, generated using Algorithm 6.1.1

n : Number of Shares

Output.

Y : ElGamal Public Key

[y1, y2, ..., yn ] : Public Key Shares, yi

[xq, x2, ..., xn ] : Private Key Shares, xi

The protocol:

1. Si : xi ← Z∗q; yi = gxi mod p;

2. Si : Publish Commit(yi)

3. Si : Barrier: wait until all commitments are available

4. Si : Publish yi and Proof of KnowDlog(g, yi)

5. Si : Verify all commitments and proofs

6. Y =
n∏
i=1

yi mod p is the distributed public key

7. X =
n∑
i=1

xi mod p is the distributed private key
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As mentioned earlier, all plaintext messages are encrypted using the common pub-

lic key share generated in Step 6 of Algorithm 6.1.10. However, when this ciphertext

needs to be decrypted, each of the players use their respective private key shares to

compute a part of the decryption. They also provide proofs (EqDlogs) to help verify

that they were honest in their partial decryption. The partial decryptions are com-

bined to enable an overall decryption of the value at which point it appears similar to

regular ElGamal Decryption. Algorithm 6.1.11 shows how the distributed decryption

is handled. This mimics Resist’s implementation.

Algorithm 6.1.11: Distributed ElGamal Decryption

Due To: Distributed ElGamal Decryption in Civitas [14].

Public Input.

c : ElGamal Ciphertext, c = (a, b), generated using Algorithm 6.1.4.

[yi ] : Public Key Shares, [y1, y2, ..., yn], corresponding to the private keys (xi) of

each of the n tabulation tellers.

Private Input.

[xi ] : Private Key Shares, [x1, x2, ..., xn], kept secret by each of the n tabulation

tellers.

Output.

M : Plaintext message encrypted by the ciphertext c

The protocol:

1. Si : Publish share ai = axi mod p and proof EqDlogs(g, a, yi, ai).

2. Si : Verify all proofs.

3. A =
n∏
i=1

ai mod p

4. M = b
A

mod p

5. Output M .
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6.1.5 Homomorphic Encryption

Homomorphic Encryption is a subset of different encryption types. A cyptosystem

that is homomorphic allows for computations to be performed on ciphertexts in such

a way that the result of the computation is an encryption of what the plaintext result

of the same computation would have been [92].

To put it in simpler words, homomorphic public key cryptosystems, allow for

either the addition or the multiplication of their ciphertexts, the results of which can

decrypt to something meaningful.

While this is possible with RSA, it does not satisfy the level of security required

for a voting system since raw RSA isn’t IND-CPA secure [33]. If the cryptosystem is

susceptible to plaintext attacks, an adversary can determine the value of a particular

vote choice with the help of a chosen-plaintext attack. ElGamal, on the other hand,

has ciphertexts that are a tuple, c = (gr,m.yr). A homomorphic operation on this

is similar to

(gr1,m1.y
r1)⊗ (gr2,m2.y

r2) = (gr1+r2.(m1m2).y
r1+r2).

Traditional ElGamal, as seen above, is homomorphic in multiplication when the

plaintext message m is in the base. Since voting systems require an addition of

messages (votes), this can be achieved if the message is raised to the exponent, as is

done in Encoding (shown in Algorithm 6.1.3).

The resulting homomorphic addition looks as follows. This has been previously

described in their thesis by Ben Adida [33].

Epk(m1; r1)⊗ Epk(m2; r2)

= (gr1, gm1yr1)⊗ (gr2, gm2yr2)

= (gr1+r2 , gm1+m2yr1+r2)

= Epk(m1 +m2; r1 + r2).

Using homomorphic encryption is one way to allow for ballot privacy. It ensures

that an individual vote is never decrypted and hence the vote cast by a single voter

is never known. The result is an overall tally that can be computed and verified, and

ballot secrecy remains despite the results having been evaluated. It is often used as

an alternative to Mixnets (described next), and an implementation of this was seen

in the first version of Helios [52].
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6.1.6 Mixnets

An alternative to using traditional homomorphic encryption is the use of mixnets.

Mixnets involve multiple parties (tabulation tellers in this case) shuffling a list of

ciphertexts in such a manner that the order of the resulting output is randomized

and reencrypted. The shuffled output from one party serves as the input to the

following party.

While there are robust implementations of mixnets that can substitute the one

described in this thesis, we introduce the Jackobsson, Juels, and Rivest [93] Random

Partial Checking (RPC) implementation of it. The algorithms used give a primitive

overview of its implementation, leaving out details for needed for robustness.

Algorithm 6.1.12 shows the shuffle performed on a single server, by a single party.

They receive a list of ciphertexts, L, and the direction, dir, for which proofs are re-

quired to be generated. Each element in the list is shuffled randomly, and reencrypted

on shuffle so that the resulting list, LR, cannot be mapped back to the input.

Proof of correct mixes are generated with a primitive approach. Depending on

whether the dir is towards the input or the output, the corresponding permutation of

the shuffle is added to the commitment. Each commitment also includes a witnessm

w. The witnesses are random bitstrings taken from the Universal domain, which can

include elements beyond Z∗q.

A commitment is made for each element in the mix. The result is an additional

list LC , which has an equal number of corresponding elements as LR. Both of these

list are sent as an output to the next mix server.

Protocol 6.1.13 gives an overview of how the list of ciphertexts, L, passes through

each server performing Algorithm 6.1.12, and gets verified. Each party (tabulation

teller) involved in the mix, shuffles and reencrypts the ballot twice before the shuffled

list on to the next party. In the first mix, they produce commitments for the shuffle

in the output direction, out, and in the second mix, they produce commitments for

the shuffle in the input direction, in. They additionally choose a random bitstring qi

and publish a commitment to it.

Once all the shuffles have been completed, random bitstrings, qi’s, are combined

and hashed to render a single random value, Q. This value, Q, is used to obtain

random bits ∈ {0, 1} to verify commitments from each party in one direction ∈
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Algorithm 6.1.12: Mix

Due to : Randomized Partial Checking (RPC) proposed by Jackobsson,

Juels, and Rivest [93].

Input :

1. List L : List of ciphertexts that need to be mixed of length m,

L = [c1, c2, ..., cm]

2. dir : Direction of Verification, such that, dir ∈ {in, out}.

Output :

1. List LR : Reencrypted and mixed ciphertext list.

2. List LC : List of commitments over the space of permutations, the direction of

which is determined by dir

Process:

1. π ← Space of permutations over m elements

2. If dir = in then p = π else p = π−1

3. r1 ← Z∗q; ...; rm ← Z∗q; w1 ← O; ...; wm ← O

4. LR = [Reenc(cπ(1); r1), ..., Reenc(cπ(m); rm)]

5. LC = [Commit(w1, p(1)), ..., Commit(wm, p(m))]

6. Output LR, LC .
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{in, out}. If all commitments are correct (despite random challenges), the output of

the second mix of the nth party is the output of the entire mixnet.

The algorithm for the mixnet is not robust. If a commitment from one teller is

incorrect, then the entire mixnet computation is discarded and run from the initial

mix, eliminating the coerced tabulation teller.

6.2 Managing Credentials in Resist

This section gives an overview of how credentials are generated, verified, encrypted,

and managed by Resist. The algorithms defined in this section give an understanding

of the principles behind credential management, but the implementation (described

in the following chapter) shows how they look from the perspective of the end-user.

6.2.1 Registration

Each authenticated voter in Resist participates in an election only after registering

for it. During authentication, they receive two keys; an authentication key and a

registration key. These keys are used to interact with the registration tellers for an

election and obtain their voting credential.

When creating an election, the supervisor assigns multiple users of the system as

registration tellers for the specific election. Each of these tellers can provide only a

share of the credential to the voters that they authenticate. They additionally encrypt

these shares (with the election’s public key) and add them to the bulletin board.

Credential Generation

Each registration teller for an election provides a credential share, si, to an authenti-

cated voter. These shares are random values that are chosen from the message space,

M.

si ← Z∗q

These shares are multiplied to produce the overall credential for each voter. Beside

the voter, no player in the system can look at the Credential itself. If there are n

credential shares, the Credential is calculated as S =
n∏
i=1

si.



58

Algorithm 6.1.13: 〈Protocol〉 MixNet

Due To: Randomized Partial Checking (RPC) proposed by Jackobsson,

Juels, and Rivest [93].

Principals: Tabulation Tellers TT1, ..., TTn

Public Input.

1. List L : List of ciphertexts that need to be mixed of length m, L = [c1, ..., cm]

Output. Mixn,2.LR : Anonymized list of ciphertexts.

The protocol:

1. Let Mixi,j denote the jth mix performed by the ith teller.

Initialize the first mix input as Mix0,2.LR = L

2. For i = 1 to n, sequentially:

(a) TTi: Let L1 = Mixi−1,2.LR; Publish Mixi,1 = Mix(L1, out)

(b) TTi: Let L2 = Mixi,1.LR; Publish Mix(L2, in)

(c) TTi: qi ← O; Publish Commit(qi)

3. All TTi: Publish and verify qi; Let Q = hash(q1, q2, ..., qn)

4. All TTi:

(a) Let Qi = hash(Q, i)

(b) For all j in [1, ..., m], publish rj, wj, and p(j) from Mixi,1+Qi[j]

(c) Verify all commitments ( witnesses, w and permutations, p) and

reencryptions r from all other tellers, i.e.:

i. Verify wj and p(j) against Mixi,1+Qi[j].LC [j]

ii. If Qi[j] = 0 then verify: Reenc(Mixi−1,2.LR[p(j)]; rj) = Mixi,1.LR[j],

else if Qi[j] = 1 then verify: Reenc(Mixi,1.LR[j]; rj) = Mixi,2.LR[p(j)]

5. Output Mixn,2.LR.
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Credential Encryption

Before we begin, we need to explain the concept of malleability. When votes are

encrypted in an ElGamal-based, homomorphic operations can be performed on them,

making them malleable. Sine credentials are calculated by performing a multiplica-

tion operation on their shares, any entity that has access to the bulletin board with

encrypted credential shares should not be capable of casting a vote with an encrypted

credential.

The tuple (γ, θ) turns the encryption non-malleable. It is called a Schnorr signa-

ture [90]. The Credential Encryption Algorithm 6.2.1 is a variation of conventional

non-malleable encryption in that the randomization is provided, voter and registra-

tion teller identifiers are included in the hash, and the credential share si does not

need to be encoded into E .

Credential Verification

Prior to decrypting any non-malleable encryption, and in this case the credential

encryption, the Schnorr Signature needs to be verified. Algorithm 6.2.2 shows how

this is done. It can also be implemented by any observer who can access Resist’s

bulletin board to verify that encryptions have been performed correctly.

Digital Verifier Reencryption Proof

When a voter attempts to obtain their credential, the registration teller encrypts the

generated credential with the election public key and adds it to the bulletin board.

This encrypted value is used by the tabulation tellers to check the validity of votes.

The registration teller is tasked with proving to the voter that the credential

share that has been sent to the bulletin board is the same as the share that they have

received. The proof is handled by reencrypting the encrypted share, and passing along

a zero-knowledge proof that both of these correspond to the same plaintext. Hirt and

Sako [51] used this as one of the proofs for re-encryption in their homomorphic voting

scheme. Employing the Protocol 6.2.3 helps generate a slightly different algorithm,

Fake DVRP, to aid with coercion resistance.
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Algorithm 6.2.1: Credential Encryption

Due to : Credential Encryption, derivation of Non-Malleable Encryption

from Civitas [14].

Input :

KTT : ElGamal Public Key

s : Credential Share, such that s ∈M

r : Randomization Factor

rid : Identifier of the Registration Teller

vid : Identifier of the Voter

Output :

E(s) : Encrypted credential share, such that, E(s) = (α, β, γ, θ)

Process:

1. t← Z∗q

2. (α, β) = Enc(s; r;KTT )

3. γ = hash(gt (mod p), α, β, rid, vid) mod q

4. θ = (t+ γr)modq

5. Output (α, β, γ, θ)
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Algorithm 6.2.2: Credential Verification

Due to : Schnorr [90]

Input :

E(s) : Encrypted credential share, such that, E(s) = (α, β, γ, θ)

rid, vid : Identifiers of the voter and the registration teller

Output :

< boolean > : True/False depending on the result of the verification

Process:

1. V = hash(gθa−γ (mod p), α, β, rid, vid) mod q

2. Output V == γ

Obtaining Credential Shares

In order to obtain credential shares, the voter interacts with all registration tellers.

Each registration teller authenticates them using their authentication key. Once the

voter has been authenticated, they provide them an encrypted credential share, a

different encryption of which is posted to the bulletin board. They also provide a

DVRP Proof that the value posted on the bulletin board is the same as the value that

has been sent to the voter. The entire protocol can be found in Algorithm 6.2.4.

In order to authenticate each other, the voter and the registration teller, run a

version of Needham-Schroeder-Lowe [75, 76], by generating nonces for verification.

They also jointly agree upon a symmetric (AES) secret session key for sending an

receiving the credential share and associated proofs.

6.2.2 Fake Credentials

Once a voter has received the credential shares, they can decrypt these shares, verify

the associated DVRP, and combine them to obtain their credential. Before they

destroy their credential shares, however, it will be useful for them to generate fake

credentials to be used in the event that they get coerced.
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Algorithm 6.2.3: 〈Protocol〉 Digital Verifier Reencryption Proof

Due to : Hirt and Sako [51]

Principals : [P ] : Prover (Registration Teller) and [V ] : Verifier (Voter)

Public Input :

KVA : Public key of V

e : ElGamal Ciphertext e = (α, β)

e′ : Reencrypted ElGamal Ciphertext, 3 e′ = Reenc(e; r′;KTT ) = (α′, β′)

KTT : Public key under which e and e′ are encrypted

Private Input:

ζ : witness, such that, α′ ≡ αgζ (mod p) and β′ ≡ βKζ
TT (mod p)

Output : (c == c′)

Process :

1. P : Compute:

(a) d, w, r ← Zq

(b) a = gd (mod p); b = Kd
TT (mod p); s = gwKr

VA
(mod p)

(c) c = hash(e, e′, a, b, s) (mod q)

(d) u = (d+ ζ(c+ w)) (mod q)

2. P → V : c, w, r, u

3. V : Compute:

(a) a′ = gu/(α′/α)c+w (mod p); b′ = Ku
TT/(β

′/β)c+w (mod p); s′ = gwKr
VA

(mod p)

(b) c′ = hash(e, e′, a′, b′, s′) (mod q)

4. V : Output (c == c′)
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Algorithm 6.2.4: 〈Protocol〉 Registering for an Election

Due to : Steps 1 to 8: Needham-Schroeder-Lowe [75].

Steps 9 to 11: Civitas’ adaptation of [94, 51, 12]

Principals : [RTi] : Registration Teller and V : Voter

Public Input :

1. KTT , KRTi : Public keys of the Election and RTi, respectively.

2. KVD , KVA : Voter’s public designation key and authentication key, respectively.

3. eid, vid, rid : Identifiers of the election, V , and RTi, respectively.

4. Si : Encrypted Public Credential, Si = CredEnc(si; r;KTT ; rid; vid)

Private Input: RTi : Private Credential,s ∈M; randomization factor,

r ∈ Z∗q; [V ] : Private Authentication Key, kVA

The Protocol :

1. V : NV ← N , where N is the space for nonces.

2. V → RTi: Enc(eid, vid,NV ;KRTi)

3. RTi: Verify eid, vid and all other credential shares posted by other talliers,

i.e., for all j, Sj exists and CredVer(Sk; ridj; vid) returns true.

4. RTi: NR ← N ; k ← GenAES(1l), where l is the security parameter for AES

5. RTi → V : Enc(rid,NR, NV , k;KVA)

6. V : Verify rid and NV

7. V → RTi: NR

8. RTi: Verify NR; r′ ← Z∗q; ζ = r′ − r;S ′i = Enc(si; r
′;KTT )

9. RTi → V : EncAES(si, r
′,DVRP(KVD , Si, S

′
i; ζ); k)

10. V : Verify S ′i = Enc(si; r
′;KTT ), and verify DVRP against Si from the bulletin

board.
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Creating Fake Credentials

To create fake credentials, the voter needs to be certain of the set of registration

tellers that they trust to be honest. The shares obtained from these tellers will be

replaced and the those obtained from all other teller will be retained. This is done to

ensure that in the event that any of the non-trusted registration tellers colludes with

the coercer and passes the their part of the voter’s credential share on, the coercer

finds the share that they are aware of to be unaltered.

For every new credential share that is made replacing the old share, a new Fake

DVRP needs to be created as shown in Algorithm 6.2.5. The voter has an advantage of

knowing all credential shares and can therefore leverage it to make the new credential

appear to be verifiable.

Resist, like Civitas, assumes that at least one registration teller is known by the

voter to be honest. While this is an improvement from the JCJ Protocol which

required a majority of the tellers to be honest, it still remains a caveat, the absence

of which can be detrimental to the coercion resistance of the system.

Additionally, the coercer may ask an authenticated voter to abstain from partic-

ipating in registration. This is a hinderance towards satisfying all properties that

make the system coercion resistant. Making a voter abstain from registering makes

the coercion public, since all participating entities can identify that the voter did not

participate in the registration process.

6.3 Casting a Vote

When the supervisors creates an election, they post a list of ciphertexts on the bul-

letin board. This list contains all accepted ciphertexts of candidate choices. If a

voter wishes to mark a ballot for a particular candidate, they merely re-encrypt the

corresponding ciphertext from this list.

Resist employs re-encryption to ensure that the list of ciphertexts are restricted,

and a coercer cannot make a voter launch a randomization attack. The voter also

needs to send a proof (a 1-out-of-L Proof) that the encrypted choice is merely a re-

encryption of the elements from the list. This protocol is shown in Algorithm 6.3.1.

The Vote Proof (Algorithm 6.3.2) shows the well formedness of the vote itself. It
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Algorithm 6.2.5: 〈Protocol〉 Fake DVRP

Due to : Hirt and Sako [51].

Principals : Prover, P and Verifier, V
Public Input :

KVD : Public key of P

e : ElGamal Ciphertext e = (α, β)

e′ : Fake ElGamal Ciphertext, such that, ẽ = (α̃, β̃)

KTT : Public key under which e and e′ are encrypted

Private Input: kVD , Private key of P
Output : (c == c′)

The Protocol :

1. P : Compute:

(a) γ, θ, ũ← Z∗q

(b) ã = gũ/(α̃/α)γ (mod p)

(c) b̃ = hũ/(β̃/β)γ (mod p)

(d) s̃ = gθ (mod p)

(e) c̃ = hash(e, ẽ, ã, b̃, s̃) mod q

(f) w̃ = γ − c̃ (mod q)

(g) r̃ = (θ − w̃)/kVD (mod q)

2. P → V : c̃, w̃, r̃, ũ

3. V : c̃, w̃, r̃, ũ will be verified as DVRP, shown in Algorithm 6.2.3.
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Algorithm 6.2.6: Fake Credential

Due to : FakeCred as used in Civitas [14].

Input :

si : List of Private Credential Shares

Si : List of Public Encrypted Credential Shares

ri : Randomization Factors

Di : List of DVRP’s from each teller, RTi

L : List of honest registration tellers

(KVD , kVD : Public and Private Designation Keys for the Voter, V

Output :

s̃i : Fake credential shares

r̃i : Fake randomization factors

D̃i : Fake DVRP’s

The Process:

1. For all i ∈ L:

(a) r̃i ← Z∗q; s̃i ←M; S̃i = Enc(s̃i; r̃i;KTT )

(b) D̃i = D̃VRP(KVD , Si, S̃i; kVD)

2. For all i 6∈ L:

(a) r̃i = ri; s̃i = si; S̃i = Enc(si; ri;KTT )

(b) D̃i = D̃V RP (KVD , Si, S̃i; kVD)

3. Output (s̃i, r̃i, D̃i) for all i
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Algorithm 6.3.1: 〈Protocol〉 Reenc Proof

Due to : Hirt and Sako [51] and Juels et al. [12].

Principals : Prover P and Verifier V
Public Input :

C : List of L ciphertexts, such that, C = {(αi, βi)|1 ≤ i ≤ L}

c : ciphertext, such that, c = (α, β)

Private Input: t ∈ [1...L], r ∈ Z∗q 3 (α, β) = (grαt (mod p), yrβt (mod p))

Output : (c′ == D′)

The Protocol :

1. P : Compute:

(a) di, ri← Z∗q, such that, i ∈ [1...L]

(b) {(ai, bi)|i ∈ [1...L]}, where : ai = (
αi
α

)digri (mod p); bi = (
βi
β

)diyri

(mod p);

(c) E = α, β, α1, ..., αL, β1, ...βL; c = hash(E, a1, ..., aL, b1, ..., bL) mod q

(d) w = (−rdt + rt) mod q

(e) D = c− (
∑

i∈[1...t−1,t+1,...,L] di) mod q

(f) R = (w + rd′t) mod q

(g) dβi =

{
di : i 6= t

D : i = t

(h) rβi =

{
ri : i 6= t

R : i = t

2. P → V : (dβ1 , ...d
β
L, r

β
1 , ...r

β
L)

3. V : Compute:

{(aβi , b
β
i )|i ∈ [1...L]}, computed similar to step 1.(a), but with dβi and rβi

replacing di and ri;

c′ = hash(E, avβ1, ..., a
β
L, b

β
1 , ..., bβL) mod q;D′ =

∑
i∈[1...L] d

β
i mod q

4. V : Output ReencPf = (c′ == D′)
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encapsulates the context of the election, the marked choices, the encrypted credential,

and knowledge of the public index the vote has been cast against.

Casting a vote is simply a re-encryption of the chosen elements from a public list

of accepted ciphertexts. After associating this re-encryption with an encryption of

the credential and index, proofs are generated for both, the choices, and the vote as

a whole. The vote is then cast directly to the bulletin board. Casting these votes

to ballot boxes, as is done, in Civitas will be favourable towards the robustness and

availability of the system. Algorithm 6.3.3 demonstrates how a vote is formed and

cast on the bulletin board.

6.4 Tabulation

Once all votes have been cast and the voting for the election has been stopped,

all tabulation tellers can begin to compute the final tally. Before we introduce the

protocol for tabulation, it’ll help to introduce one last algorithm, PET.

A Plaintext Equivalence Test, PET, as shown in Algorithm 6.4.1, is used to eval-

uate if two ciphertexts encrypt the same plaintext message. It does so without de-

crypting them to their actual value.

Performing a PET requires that the cryptosystem permit homomorphic operations

on ciphertexts. It divides the parameters of the two ciphertexts with each other. It

then decrypts the result to check the result of this division. If the result decrypts to

a value of 1, both the ciphertexts are considered to encrypt the same plaintext.

The Protocol and process for tabulation is described in Algorithm 6.4.2. The

process is carried out jointly by all Tabulation Tellers in the system. The results, along

with associated proofs, are posted on the bulletin board, endorsed by the Supervisor

of the election. Since the protocol has been described verbatim, we direct the reader

to refer Algorith 6.4.2 for an explanation of the process.
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Algorithm 6.3.2: 〈Protocol〉 Vote Proof

Due to : Camenisch and Stadler [58]

Principals : Prover P and Verifier V
Public Input :

1. (α1, β1) : Encrypted Credential

2. (α2, β2) : Encrypted Choice

3. (α3, β3) : Encrypted Public Index

4. ctx : Vote context, including election identifier (eid), etc.

Let E = (g, α1, β1, α2, β2, α3, β3, ctx)

Private Input: a1, a2, a3, suchthat, αi ≡ gai (mod p)

The Protocol :

1. P : Compute:

(a) r1, r2, r3 ← Zq

(b) c = hash(E, gr1 mod p, gr2 mod p, gr3 mod p) mod q

(c) s1 = (r1 − ca1) mod q

(d) s2 = (r2 − ca2) mod q

(e) s3 = (r3 − ca3) mod q

2. P → V : c, s1, s2, s3

3. V : Compute c′ = hash(E, gs1gca1 , gs2gca2 , gs3gca3) mod q

4. Ouput c == c′
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Algorithm 6.3.3: 〈Protocol〉 Vote

Due to : Juels et. al. [12]

Principals : Voter V , Bulletin Board BB

Public Input :

KTT : Election Public Key

ctx : Vote context, including election identifier (eid), et al.

C : List of L ciphertexts, such that, C = {(αi, βi)|1 ≤ i ≤ L}

Private Input:

s : Credential

ct : Candidate choice, such that, t ∈ [1...L]

in : Index

The Protocol :

1. V : a1 ← Z∗q; es = Enc(s; rs;KTT )

2. V : a2 ← Z∗q; ei = Enc(in; ri;KTT )

3. V : a3 ← Z∗q; ev = Reenc(ct; rv)

4. V : Pw = VotePf((α1, β1) = es, (α2, β2) = et, (α2, β2) = ei, ctx, a1, a2, a3)

5. V : Pk = ReencPf(C, ev, t, rv)

6. V : vote = (es, ev, ei, Pw, Pk)

7. V → BB: vote
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Algorithm 6.4.1: 〈Protocol〉 Plaintext Equivalence Test

Due to : Jakobsson and Juels [95]

Principals : Tabulation Tellers, TTi

Public Input :

cj : ciphertext of mj, such that, Enc(mj;KTT ) = (αj, βj) for j ∈ {1, 2}

Private Input:

xi : Private Key Share of the Tabulation Teller

Let R = (δ, ε) = (α1/α2, β1/β2)

Output : m1 == m2

The Protocol :

1. TTi: zi ← Z∗q; (δi, εi) = (δzi , εzi)

2. TTi: Publish Commit(δi, εi); Wait until all commitments have been published.

3. TTi: Publish (δi, εi) and EqDlogs(δ, ε, δi, εi); Verify all commitments and

proofs.

4. Let c′ = (
∏

i δi,
∏

i εi)

5. All TT: m’ = DistDec(c′) (Algorithm 6.1.11)

6. Output m’ == 1
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Algorithm 6.4.2: 〈Protocol〉 Tabulate

Due to : Spycher et al. [21] and Clark et. al. [14]

Principals : Supervisor Sup, Tabulation Tellers TT1,...,TTn, Bulletin

Board BB

Public Input : Public Election Key KTT and all cast votes (Ai, Bi, Ci)

with proofs from the bulletin board

Private Input: Private key share xi of each teller TTi, Common random

value z shared among all TTi

Output : Results of the election

The Protocol :

1. Retrieve Votes and Check Proofs. Retrieve all votes from BB. Let these

votes be V0. Retrive the list of encrypted credentials, S from BB. Verify

VotePf and ReencPf for each vote. The votes for whom the proofs return true

are considered a tuple, (Ai, Bi, Ci) where Ai is the encrypted credential, Bi is

the encrypted choice, and Ci is the encrypted index.

2. Add Random Votes and Anonymize. Add a random number, Xi, of votes

associated with each entry on the voter roll on BB. This resulting list is V1.

Run MixNet(V1). Let the anonymized list be V̂1

3. Eliminate Duplicates and Mix. Raise all Âi to the power of z, Âi
z

and

decrypt down to the blinded credential, azi . Add azi to a hash table and

silently drop collisions. The list of unique votes here is V2, which contains

tuples, (Âi, B̂i, Ĉi). The list S contains encrypted credentials, σj.

4. Eliminate Invalid Credentials. The value of Ĉi is decrypted for each tuple

in V̂2. The resulting index value is used to find the credential from S and

replace each vote tuple as (Âi, B̂i, σj). This tuple is passed through a second

reencryption mixnet, anonymizing it to (Ãi, B̃i, σ̂j) The result of PET(Ãi, σ̂i) is

used to determine if votes are eliminated. The resulting list of votes with valid

credentials is V3.

5. Decrypt and Tally All Bi in V3 are decrypted and tallied. The results are

published on BB and Sup will endorse the tally.
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System Implementation

Once the algorithms that were required for this protocol to be implemented had been

laid out, it helped clarify the requirements for implementing an example system. The

web-based application was implemented using the Django Framework. The backend

of the system was written in Python and the front-end used Vanilla Javascript to

support simple HTML pages. The database that managed user data and the bulletin

board was implemented using PostgreSQL.

The sections that follow unpack these components and also present Entity Rela-

tionship Diagrams and screenshots from the application.

7.1 The Django Framework

The code for the system was implemented using Django [96]. As a high-level, Python-

based web framework, Django simplifies development, includes inherent modularity,

and encourages development of code that can have a longer lifecycle. Since the frame-

work has been in active development for a decade and a half at this point, it has

comprehensive documentation, guarantees code stability for the foreseeable future,

and has a strong, supportive community built around it.

A Django project comprises multiple applications (apps), each of which behave

like a separate entity. Each Django app consists of its own “models.py”, “urls.py”,

and “views.py” along with its own “templates” directory. These files are explained

below in this section. By sandboxing components of the project into apps, Django

allows for an app to serve as a modular, portable section that can be extracted and

used in more than just one Django project.

Django presents a version of the Model-View-Controller (MVC) architecture. It

provides for separate files for interacting with one of its many relational databases

through the“model”. Django offers the ability to make HTML templates that take

custom tags, embedded python logic, and syntax that can include variables that has

73
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been passed to it through another file; this is considered analogous with the “view”.

Finally, Django handles requests by passing them to a file that interacts with the

“model” and passes values to the “view” (template), analogous with the “controller”.

It provides its own Object Relational Mapping (ORM), called the “model”. The

model defines tables and fields in the database with the help of classes and their

component properties. Since the user defines these classes in familiar python syntax,

the actual implementation of the database remains abstracted from the developer.

Django offers an SQLite database by default, but the framework supports MySQL,

PostgreSQL, and Oracle as well.

All GET and POST requests are initially parsed through a list of accepted url

patterns (defined with the help of regular expressions) that are centrally held in

the “urls.py” file. Each incoming request (accepted url pattern) is associated with a

particular class or method that handles the request. These handlers are located in the

“views.py” file, which in this case is synonymous with the aforementioned controller.

These methods can access the “model” and depending on the incoming request, create,

retrieve, update, and delete model objects. They also return values through HTTP

and JSON responses, redirect to another URL, or render a new template.

The templates folder in any given Django app is populated with HTML files.

Django provides for these files to include tags (“{%%}” or “{{}}”) that can contain

python code, django-specific rendering of variables, static files, et al. Static files

associated with templates can include any local files including CSS, Javascript, and

Image files.

Using the Django framework for implementing the web-application can help ex-

tend available python code to more than one front-end. It can include a REST-

framework to handle GET, PUT, POST, and DELETE requests via api calls from

other applications. Django can include extended support for the Node Package Man-

ager (npm), which extends to a number of possible Javascript-based front-end frame-

work offerings including React, ReactNative, and AngularJS.

7.2 PostgreSQL as a Database

PostgreSQL is an open-source, object-relational database that is a direct descendant

of the Ingres Database developed at the University of California, Berkley [97]. Initially
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referred to as Postgres95, its name was later changed to PostgreSQL in late 1996.

Given the more commonly supported options by Django, including SQLite and

MySQL, PostgreSQL stands out because it is an Object-Relational Database Man-

agement System (ORDBMS). In comparison to a conventional RDBMS, it serves as a

logical extension of Object-Oriented Programming. It uses classes and inheritance as

a means of implying entity relationship, which works in tandem with Django’s ORM

offering. A Primary Key identifies a “record” in a table (analogous to a single row),

and inheritance is managed through a reference field (Foreign Key).

Postgres’ support for JSON fields, Array Fields, Slug Fields, and Image/File Fields

covers all possible database field types that are needed by a voting system coupled

with User Accounts. In the case of Resist, the JSON and Array Fields are particularly

used to store ElGamal Keys and Key Parameters that contain long integral numbers.

These numbers, however, are first individually converted to strings since Postgres

does not recognize extremely long integer numbers as integers.

7.3 Languages

Implementing Resist’s protocol required the use of a front-end and back-end web

interface. Given the defaults supported by either languages, those chosen were in-

tentionally kept as basic and independent from imported libraries and modifications

as possible. This section elaborates on the language and library choices that were

incorporated into the code that was developed.

Python

A high-level programming language that is interpreted (instead of compiled), Python

is the default language supported by the Django Framework, and also one that the

framework has been built upon [98]. Python was made with the intention of making

general purpose programming easy to learn, and as a result, it currently has large

community support and a considerable number of developers using it [99].

Although Python allows for variables to be loosely typed and for procedural pro-

gramming, it provides flexibility to for more rigid implementations as well. This

specific implementation of the system uses statically typed variables, especially in

function arguments and return types. This is done to ensure that errors are thrown,
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and the program does not fail silently. Additionally, invalid values sent from the

front-end should not fail silently and be accepted by the system.

The cryptographic libraries implemented in the system use an Object-Oriented

Programming approach to clearly define object types for Keys, Key Parameters, and

Encrypted Messages. All database tables and fields are also defined and represented

as classes with properties and attributes, instances of which are saved as objects.

VanillaJS

Besides using plain HTML and CSS to display basic data through a web-based system

in a browser, the only way to encrypt/decrypt votes and add functionality to a front-

end page is to use a flavour of Javascript [100].

Javascript in itself has numerous options to choose from. Examples include

JQuery, AngularJS, ReactJS, et al. The only caveat to making use of any of these

flavours, despite them being open source, is that they get updated and upgraded

regularly. Adding these files will either require importing from external links that are

fetched on demand (which may include vulnerabilities in the system), or including a

huge file at once (which is a haven for an adversary to inject vulnerabilities) [101].

Using Javascript in its basic (Vanilla) version ensures that the scripts used remain

readable by most major browsers, have a longer lifecycle, and do not have external

dependencies that need updates (or include yet unpatched vulnerabilities).

Javascript handles the ballot received from the server, including Election Meta-

data with unfilled Questions and Choices. The script manages how this information

is presented to the users. It includes functions that record selections, encrypt choices,

read uploaded credentials, package the final ballot once it has been marked and en-

crypted, and finally send the ballot to the bulletin board through a POST request.

Cryptographic Libraries

Since both Python and Javascript are used extensively, the community and developer

support for both of these languages are active. Python offers a large number of li-

braries that help with cryptography, including PyCrypto, PyCryptodome, PyCharm,

et al. Libraries like LibSodium (or NaCl) help with managing random and prime

number in a manner favourable to cryptographic libraries.
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On the client-side Javascript end, LibSodium is available for random numbers,

while a BigInteger library becomes necessary to read and perform operations on large

integer numbers that need encryption, re-encryption, and hashing.

7.4 Object Notations

ElGamal keys, key parameters, and encrypted messages need a standard representa-

tion in a language like Python that is flexible with variable types. A voting system

like Resist also requires that these objects be represented in a standard manner across

both, Python and Javascript, limiting change in form as it is transferred and read.

7.4.1 JSON

Javascript Object Notation (JSON) is a common way of representing objects that

contain key-value pairs, with multiple value (variable types). Data is often represented

as a JSON object when requests and responses are made over the internet.

JSON notations are easy to load as dictionaries in Python. The language has

a simple, understandable approach towards reading from and creating JSON ob-

jects. The json.dumps(〈JSONobject〉) and json.loads(〈JSONobject〉) methods

abstract these conversions for a Python developer.

Javascript usually reads JSON from strings sent in requests with minimal effort,

and also converts these objects to a string using JSON.strigify(〈JSONobject〉)

when there is a need to send an object (like a marked ballot) along with a POST

request.

An example of an unmarked ballot received from the server is given below.

{

"electionMetadata": {

"electionUUID": "d7df4744-5571-45ce-a648-be97fb577be4",

"electionName": "President",

"electionOrganization": "Dalhousie",

"electionDescription": "Pres of Dal",

"electionPublicKey": {

"p": "13262045991911476461809003740714471490693696821777845865538537
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19108935220067379668486583036830507351325720769602565836190683023378

5360833574615894770291807",

"q": "66310229959557382309045018703572357453468484108889229327692685

95544676100336898342432915184152536756628603848012829180953415116892

680416787307947385145903",

"g": "59800099574562864354455865079198977005954179037000538908195223

66719026409304366430660943870128216024867281863109362083887745515824

710411585446518267713671",

"y": "33103762896828498257572248228318329530412032654916271040201032

64732514728313487229684363292026096485646777495416082375930918846557

39736682368506849182537859443760937542977668952369416986233468794524

05284454223595840521128148219008070164511782848572382054800095482265

19517376543733050498758840510916212257015209747442004387005968093785

07849259723708906250793641115778099105116851913250986151839564009637

92635459039141484124683820682971604443950769976090497441180"

},

"electionHelpEmail": "supervisor@email.com",

"electionCastUrl": "/booth/castvote",

"encrypted_choices": [

{

"a": "1050422469831926424701835941597830042787109099914126564416

1881770487537846077314708818453072363188347770261598745785337566

738209125570415378780653777522230",

"b":

"824010627077503208720215365468048512884749344401244917214225252

7848659689770970765195013297149943630723442702719334589586356639

25157768432991853706992864"

},

{

"a": "1277551621331865810242556293507696041901125906823805570303

6881266387199424757860888442528964482087387686257658197390971084

448272799442150227207639624213953",
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"b": "4164870262818918704650021232816313968065750484030981623837

4295454380758897855475742508267020926229861085811302505565235986

60407649374551120370258725258317"

}

],

"electionIndex": "/booth/",

"numberOfQuestions": 1

},

"questions": [{

"questionID": 6,

"questionText": "Who should be the president?",

"questionDescription": "Choose a president.",

"questionMaxChoices": 1,

"numberOfSelectedChoices": 0,

"choices": [

{

"id": 11,

"text": "Robbie",

"selection": 0

},

{

"id": 12,

"text": "MacG",

"selection": 0

}

]

}

]

}
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7.4.2 Integers, BigIntegers, and Arrays

While integers in most languages have been restricted to 32-bits for short integers and

64-bit for long integers, Python unified the two in 2001, making the length of integers

restricted only by available memory [102]. As a result, python allows for long random

numbers used as cryptographic parameters to be treated as and operated upon as

regular integers.

When transferring these values across to the client-side where Javascript has to

read and perform operations on these values, the numbers appear to be too long to be

treated as regular integers. To avoid rounding these up to an exponential notation,

these numbers are sent as strings. Javascript does not alter or truncate strings and

reads them in their original form.

As mentioned earlier, a library like BigInteger allows strings to be interpreted

as long numbers that can be operated upon. BigInteger support in Javascript can

be exploited to add, multiply, and mod these numbers, and eventually turn their

encrypted outputs back into strings, all using Javascript. Previously, in the absence

of BigInteger support, the browser’s support for Java and JVM was relied upon. This

was not only inconvenient, but it also posed a potential for introducing malicious

code [52].

An example JavaScript function for reencrypting a given value looks as follows.

function elGamalReEncrypt(ciphertext, publicKey, params) {

r = bigInt.randBetween("1", params.p);

return {

a: bigInt(ciphertext.a)

.multiply(bigInt(params.g).modPow(r, params.p))

.mod(params.p),

b: bigInt(ciphertext.b)

.multiply(bigInt(publicKey).modPow(r, params.p))

.mod(params.p)

};

}
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7.5 Modeling Theoretical Concepts

The concepts explained in Section 6.1 and Section 4.1, including representing objects,

players, and entities in the proposed voting system are explained here. The expla-

nation primarily focuses on the development of the database as an Object-Relational

Model with reasoning provided towards certain design choices.

7.5.1 Users, Privileges, and Groups

Django provides its own Authentication system that can be used by default, substi-

tuted, and augmented. The system provides for creating and managing user accounts,

authenticating user login, categorizing users into groups, and database interaction

privileges based on user and group accounts. Most of Django’s available user func-

tionality can be imported from django.contrib.auth and the AUTH USER MODEL.

Django provides an AbstractUser class that can be extended to include additional

fields required for users in the system. This is exploited to include an Authentication

Key and Designation Key for each user. These keys need to be kept unaffected by

current active and inactive elections and specific to each user that has, at least once,

been authenticated to participate in elections. A visualization of this inheritance can

be found in Figure 7.1.

User Groups are designed to represent the players in Resist. Permissions are also

introduced for each group, so that any user is limited by the privileges of the group

itself. Users are assigned to one5 of the following groups.

• Supervisor. The supervisor creates and manages the system and elections.

They create election parameters, add questions (with choices), add registra-

tion tellers, tabulation tellers, and eligible voters to each election. They are

responsible for initial key exchanges, generating an election’s public key, and

freezing registration and voting. They also initiate the tallying process and

declare results.

• Registration Teller. The registration teller accounts created in Resist are

made to mimic a groups of users with privileges. However, this exists only in the

backend, with no support for templates associated with the app. Registration

Tellers have private credentials (explained later) that are stored and accessed
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from an extended entry to a user model, called RegistrationTellerPrivate, as

shown in Figure 7.2.

• Tabulation Teller. The tabulation teller accounts created in Resist are similar

in structure and intention to the aforementioned Registration Teller group, bar-

ring that these include actual users that explicitly provide consent and private

key values through a front-end template. Tabulation Tellers access a random

shared value (z), along with their share of the private key, that they store and

access from an extended entry to a user model, called TabulationTellerPrivate,

as shown in Figure 7.2.

• Voter. Every user is considered a voter in the system, regardless of their

additional role for specific elections. Voters have the ability to use their au-

thentication and designation key to register for an election. If registered, they

have access to a specific credential that is made available to them (for one time

only), and a corresponding entry is added for them in the RegisteredVoter model

(which is explained later).

7.5.2 Implementing the Bulletin Board

In order to ensure that the Bulletin Board is kept independent of the players in

the system, the Bulletin Board is sequestered into its own Django App, bulletin.

The app contains a model file that defines elections and the corresponding attributes

necessary to be kept accessible not just to users registered in the system, but also to

any access requests made without the need to login.

Each Election has a specific user, the supervisor, that creates the election.

The Election is identified by a simple UUID. Once the supervisor has defined the

parameters and created the election, they can proceed to manage it. The tabulation

tellers can receive private key shares, and the election will, as a result, receive a single

public key. When the keys have been generated, possible choices are encrypted using

the public key, and added to the model.
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7.5.3 Supervisor

The supervisor is a user with staff privileges. This implies that they can interact

with Django’s admin panel to create and manage election parameters. Once logged

in, a supervisor is presented with the option to either create an election or manage

an existing one. Choosing to create a new election takes them to the admin panel.

This transition can be viewed in Figure 7.4.

Once the supervisor has created and defined an election, they can use the Ad-

min Panel to add existing users to the Eligible Voter, Authenticated Teller,

Registration Teller, or Tabulation Teller models. Note that key exchanges are

not performed here, since it’s still considered as a part of ‘creating’ an election.

After adding tellers and participants to an election, the supervisor can return to

the index page to Manage an Election. Managing an Election includes performing key

exchanges, freezing registration and voting, and releasing the results of an election.

Each of these scenarios can be found listed in the subfigures of Figure 7.5.

7.5.4 Voter Lists

Resist makes an attempt to introduce verifiability of the participants in an election.

The Eligible Voters in the system comprise all potential voters for elections conducted

across the system. These voters do have identifiable information associated with them

and access to a single user account per entry. The list is made publicly accessible

before the start of any election so that any illegitimate entry can be pointed out and

rectified.

When a voter wishes to exercise their right and participate in an election, they

can employ an untappable channel (show up physically) to identify themselves and

obtain an authentication key and a designation key. While Resist does not have an

implementation set up to handle the transfer of these keys, it currently adds the

private key to the user’s account on the system and adds the public key to their

corresponding entry on the Authenticated Voter list. This list is created as a subset

of the Eligible Voter list to prevent any other account from participating in upcoming

elections.

When an election has been created and the keys have been generated, voters in the

Authenticated Voter list can register to obtain their credentials and participate in the
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election. Once they receive their credentials (using their keys), they are added as an

entry on the registered voter list. This list, as before, is a subset of the Authenticated

Voter List. This makes it easier to ensure that entries weren’t made by colluding

registration tellers.

While it was possible to determine illegitimate entries from the number of creden-

tial shares, constructing the model as shown in Figure makes it difficult for adversaries

to surpass the structure of the model.

7.5.5 Registration Tellers

Resist implements Registration Tellers within a separate register django app. Al-

though there is no explicit user interface developed for the tellers, they have their own

user accounts that fall under the ‘Registration Teller’ group. These accounts have a

related table Registration Teller Private that stores their private key. This was shown

in Figure 7.2.

When a registers for an election, they choose to do so from the front-end (index

page) for the election that takes them to a list of elections available for registration.

This is shown in Figure 7.8.

When the user chooses the election, the server-side script for the booth app sends

a request to each registration teller. The request is handles by the register app. The

two apps perform the Needham-Schroeder-Lowe protocol to authenticate each other

and obtain credential shares.

The Credential and Credential Share models are updated. They are associated with

the appropriate Registered Voter model in order to associate it with a public index.

The Registered Voter model serves as a parent so that entries for a credential share is

associated with a specific teller alone. This setup can be inferred from Figure 7.9.

Once the protocol has been jointly executed, the ‘booth’ server-side for the user

can decrypt their credential shares and verify it against the values published on the

bulletin board.

Resist assumes one honest registration teller and alters the share obtained from

them. A Fake DVRP is generated for this new credential. In order to demonstrate

this mechanism, Resist presents multiple fake credential options to the user, each

corresponding to a different honest teller. It is recommended that a separate interface
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be provided to the user to help them generate their own fake credentials.

The credentials are made available to download as JSON files. This is shown in

Figure 7.10. An implementation of this system needs to present an alternative, one

that remains an open question.

7.5.6 Casting a Vote

When a voter wishes to participate in an election, they need to ensure that they are

not logged into the system. Resist does not track activity linking it to a specific

account. This is done to ensure that anyone can anonymously cast a vote without

letting the system or an adversary know that they are registered to participate.

To audit a ballot or cast a vote, the voter can navigate to do do so from the

system’s index page. They will only be shown a list of elections that are active and

have their registration frozen by the supervisor. This is shown in Figure 7.11.

Once they choose the election that they wish to participate in, the entire ballot

gets downloaded. They can choose to disconnect their connection to a network or

the internet and mark their ballot locally. All relevant javascript files required for

the generation of proofs and encryption are downloaded when the page loads. This

is done to ensure that an eavesdropper does not witness plaintext ballots that have

been marked.

Voters are initially presented with the metadata for each election. They can

use this verify the correctness of the ballot against the bulletin board. Information

regarding support (help email) is also included. This can be seen in Figure 7.12.

The user is presented one question at a time, with the choices listed under it. All

details regarding the question, including a description of the question and maximum

number of choices, are displayed on the same page. Users can navigate to the next

question and back, or choose to review their choices so far. The Javascript code

associated with the the ballot restricts the number of choices that the user can select.

Figure 7.13 shows a question as presented at the booth.

Once the questions have been marked, the voter can review their ballot in plaintext

before proceeding to encrypt them. The plaintext marked choices are discarded along

with the original ballot with its metadata when the choices are encrypted. The review

as presented to the voter is shown in Figure 7.14.
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Figure 7.15 displays the encrypted choices to the user. At this point, all records

of the plaintext ballot are deleted and only relvant fields are retained.

Encrypting choices in the front-end is merely a re-encryption of one of the elements

from the array of encrypted choices sent along with the ballot.

The voter can send this to the bulletin board for audit. Encrypted ballots for audit

have to be posted without the credential in order to maintain coercion resistance. If

they intend to cast this ballot instead, they can proceed to upload their credentials.

The credential JSON file received during registration can be uploaded from the

local disk. Once imported, the interface allows for them to review the contents of the

credential before adding them to the ballot, as shown in Figure 7.16.

Once the choices have been encrypted and the credential has been uploaded, the

voter gets one final review of the overall ballot. They get to view the entire ballot

that is to be cast. This also serves as a receipt for the voter that they can use to

verify against the bulletin board. Figure 7.17 shows the final form of the ballot. The

voter can then connect back to the network or the Internet and cast their ballot to

the bulletin board.

7.5.7 Tabulation Tellers

Once votes have been cast, the supervisor can freeze voting so that no new votes

are cast. Since Resist has been implemented as a Distributed Cryptosystem, all

tabulation tellers are required in order to compute the tally.

The tally is initiated by the supervisor of the election, but is conducted overall

by tabulation tellers. The tellers interact with each other through to compute de-

cryptions and verify proofs. The setup of the model is given on the bulletin board as

shown in Figure 7.18.

This phase is computed according to the algorithm shown in the previous chapter.

Each mix server is a part of the tabulation app, corresponding to each teller.

The results are then made available on the bulletin board and the election is

declared inactive by the supervisor. All encryptions, proofs, and results remain on

the database (on the bulletin board) to encourage future audits of the system.
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Figure 7.1: Django’s default user model has been expanded to include the Authenti-
cation Key and Designation Key associated with each Authenticated Voter in Resist.
The ContentType, Permission, Group, AbstractUser fields are created and managed
by Django, and are inherited by the custom ‘User’ model. LogEntry is created and
updated to maintain a record of user interaction.
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Figure 7.2: The User Model is further customized to include fields required by specific
types of users. These entries are only created at the time of creating and managing
elections. Private Values remain accessible only to users that have been included in
the corresponding group.
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Figure 7.3: The Election Model includes the requisite metadata necessary to define
and conduct an election. The Question and Choice Models are kept as inheritances
to provide them with unique identifiers and pre-defined fields.
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(a) Supervisor Front-End

(b) Admin Panel
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(c) Admin Form for creating an Election

(d) Once the new Election has been created, it can be accessed from the same panel.
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(e) Admin Form for creating a Question

(f) Admin Form for creating a Choice

Figure 7.4: The index page presented to the supervisor offers options to Create a new
election or to Manage an existing election. If they choose to create a new election,
they are navigated to Django’s Admin Panel which gives them access to the Bulletin
Board.
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(a) Supervisor Front-End, which they can use to manage an existing Election

(b) They are then presented a list of Elections for which they are the supervisor

Figure 7.5: Managing Existing Elections
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(a) Supervisor Front-End, from which they can choose to generate the election’s public key

(b) As a result of selecting this operation, a public key is generated for the election. Tabu-
lation tellers additionally receive their own share of the private keys.

Figure 7.6: Creating an Election’s Public Key
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Figure 7.7: Django’s model and inheritence of the three voter lists, created primarily
to ease the verifiability of the Resist setup
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(a) The voter can choose to register for an election from the index page of the system

(b) On a successful login, they are presented with a list of active elections for which they
are eligible to register. The system also checks if registration for the election is yet to be
frozen.

Figure 7.8: Registering for an election
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Figure 7.9: Django’s model and inheritence for posting Encrypted Credential Shares
on the Bulletin Board.
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(a) The voter is presented (one-time-only) with the option to download their credential and
credential shares as a JSON file.

(b) An example of what the JSON file can contain.

Figure 7.10: Obtaining Credentials and Credential Shares for an Election
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(a) The voter can choose to audit a ballot or cast a vote. They are sent to the same booth
regardless of their choice.

(b) They can then choose from a list of active elections whose registration has been frozen.

Figure 7.11: Choosing an Election Ballot to Audit or Mark
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Figure 7.12: Details of the Election are displayed for verification

Figure 7.13: One question is presented to a user at a time.
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Figure 7.14: The marked ballot is displayed for review before encryption.

Figure 7.15: The marked ballot is encrypted and the resulting choices are shown to
the user. This can be sent to the bulletin board to audit the encryption without the
credential.
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Figure 7.16: The JSON file for a credential can be uploaded from local storage. On
opting to import the file, the contents are displayed for the user to review.

Figure 7.17: Before posting the ballot, the voter can take one final view of the overall
ballot that will be cast to the bulletin board.
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Figure 7.18: Each election has a single public key.



Chapter 8

Evaluation

8.1 By Number of Modular Exponentiations

In this section, we evaluate Resist’s system by the number of modular exponentia-

tions. It is compared against previously proposed coercion resistant protocols, namely

JCJ/Civitas [12], AFT [18], and Selections [59].

In order to facilitate this comparison, we adopt the conventions that were used in

a similar performance analysis by Clark et al. for Selection [59]. Assumptions include

a single registration teller (registrar), T tabulation tellers (trustees), R registratered

voters, and V0 votes cast. Of the V0 submitted votes, V1 ≤ V0 votes have correct

proofs, V2 ≤ V1 are unique, and V3 ≤ V2 have valid credentials.

Note here that, specifically for Selections [59], α represents the length of the

cipertext list and β is the length of the voter’s set of ciphertexts at the time of

submitting a ballot. The performance measurements for Selections and AFT have

been mentioned here directly as stated by the authors in their papers.

Selections and Civitas use traditional ElGamal decryption, while Resist and AFT

use modified ElGamal. The modified version adds an additional modular exponentia-

tion, (gmmodp). However, in order to consider a uniform performance comparison, we

use Clark et al.’s approach of using ElGamal accross the board. Given a traditional

ElGamal cryptosystem, encryption requires 2 modular exponentiations, re-encryption

adds 2 to that, and 1 exponentiation factors into decryption.

Registering for an election with a single registration teller requires a voter in

Resist to perform a Needham Schroeder Lowe Protocol with the registration teller.

The shares a similarity with Civitas in that Needham-Schroeder-Lowe is performed,

credential shares are encrypted, re-encrypted, and both are sent for DVRP. The

result is that the Registration Teller performs 7 modular exponentiations and the

voter performs 4 additional exponentiations for verification.

AFT has a similar cost to both, Resist and Civitas. Selections depends on the

104
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acceptable length of ciphertext list, α (which usually around 5). Neither AFT nor

Selections are orders of magnitude complex when compared to Resist or Civitas.

While casting a ballot, Resist requires to exponentiations each for encrypting a

credential, a public index, and a choice. Generating a proof for their vote (VotePf),

including their credentials and public index, requires 3 exponentiations. Proving that

an encrypted choice is a 1-out-of-L re-encryption adds two modular exponentiations

to it.

While JCJ, AFT, and Selections use a threshold cryptosystem, Civitas and Resist

use a distributed cryptosystem. It is assumed here that a distributed system is a

special case of a threshold system wherein T Tabulation Tellers are required in order

to perform the tally.

In order to remove duplicates, all V0 votes need to be raised to a shared random

value. This operation is similar to reencrytion and adds 2 exponentiations for each

voter. Thereafter, decrypting and adding all V0 votes to a hash table will need 1

exponentiation for each T .

AFT’s solution to removing duplicates is transferring this responsibility to external

entities that can determine duplicates by observing the bulletin board. Selections, on

the other hand, does not have a provision for casting duplicate votes.

The mix and verification of a mix used in Resist is the same as that used in Civitas.

Each vote, V2 passes 2 reencryptions as a result of two mixes by each tabulation

teller.However, the list of accepted credentials need not be shuffled and reencrypted

twice for 2 mixes.

Removing unregistered participants in Resist is different from Civitas in that it

requires a single traversal through V2 votes. Each Plaintext Equivalence Test requires

(8T + 1) exponentiations, given that Resist uses the Jakobsson and Juels algorithm.

During the Registration phase, Resist has the same number of exponentiations as

Civitas. A similar pattern is observed in the Casting phase as well. These phases are

not multiplied with the number of votes (say n) because they take place on individual

systems, and the table shows the cost per vote.

Resist reduces the complexity of removing duplicate votes to linear time in the

number of votes cast. As can be observed from the table, Civitas requires two V 2
1

traversals for this phase.
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JCJ/Civitas [12] AFT [18] Selections [59] Resist

Registration Registration Teller 7 9 2α 7
Voter 11 10 4α-1 11

Casting Voter 10 24 (2β+9) 11

Pre-Tally Check Proofs 4V0 20V0 (4β + 6)V0 5V0
Remove Duplicates (1/2)(V 2

1 − V1)(8T + 1) — — 2V0 + V1T
Mix 8V2T + 4RT 20V2T 12V2T 8V2T

Check Mix 4V2T + 2RT 10V2T 6V2T 4V2T
Remove Unregistered (8T + 1)V2R (16T + 8)V2 (8T + 1)V2 (8T + 1)V2

Check Removal (8T + 1)V2R (16T + 10)V2 (8T + 1)V2 (8T + 1)V2

Table 8.1: Comparison of Resist’s Performance, measured by modular exponentia-
tions

The mix used in Resist requires fewer exponentiations per mix by each tabulation

teller in comparison to all three previous proposals.

When removing votes cast by unregistered voters, Civitas had a worst-case com-

plexity of O(Nn) (N = V2 and n = R). Resist brings this complexity down to

ON .

The comparisons in this section have primarily been made with JCJ/Civitas.

While AFT and Selections are attemps at reducing the worst-case complexity and

usability of JCJ/Civitas, there are known security vulnerabilities in their approaches.

Resist, on the other hand, closely follows JCJ/Civitas, and its changes have been

verified using ProVerif to not introduce new vulnerabilities in the system.

8.2 Timing Measurements

In order to capture performance measurements with respect to time taken, a Macin-

tosh laptop with Firefox 67.0.4 was used. The laptop acted as a server and all client

side interaction was experimented with on the localhost. The laptop is a 1.8GHz

dual-core Intel Core i5 processor.

An election was simulated for a single question election with 2 choices. 500 votes

were recorded in the overall process. A total of 3 tabulation tellers were responsible

for mixes, 2 registration tellers generated credentials, while 10 voters were registered

for the election.

Note that these values provide primitive idea of the time that the system can take.

It is neither a best-case nor a worse-case scenario of the working of the system, since

servers deployed for elections will vary widely.
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Operation Unix Time
Generating Distributed Election Key (Server), |p| = 512 bits 342 ms

Generating Credentials (Server) 413 ms
Encrypting a Ballot (Browser) 223 ms

Single Mix (Server) 668 ms
Mixnet (Server) 7 s

Decryption (Server) 83 s

Table 8.2: Timing Measurements

These values have not been evaluated against other systems owing to a disparity

in the protocol, language, and system measurements. Similar time measurements

can be found for Helios (which used a 2.2 GHz laptop with Firefox 2 in 2008) which

did not perform mixes and for Civitas (which used a 3.0 GHz processor) which was

evaluated on a 1 Gb LAN connection.



Chapter 9

Conclusion and Future Work

9.1 Conclusion

Coercion resistance continues to be a major security caveat in both, physical and

remote voting systems. Numerous protocols have been proposed to counter any in-

fluence on a voter while they participate in elections.

We have proposed a protocol for remote coercion resistant elections that can

be tallied in linear time. This protocol has been verified to comply with a formal

definition of coercion resistance. The verified protocol has been implemented as a web-

based application. Both, the protocol and the system have been evaluated, and the

protocol has been compared against previously proposed coercion resistant election

protocols.

The protocol is primarily based on the JCJ Protocol because the security assump-

tions of the protocol have been verified satisfy the definition of coercion resistance.

The literature covers suggestions to JCJ that attempt at either reducing its com-

plexity or making its credentials readable. These suggestions, however, introduce

vulnerabilities in the system. The thesis, therefore, builds on the oldest protocol and

follows it closely. The changes made to handling of credentials and indices are verified

to ensure that they satisfy the formal definition of coercion resistance.

The protocol addresses resistance to forced abstention attacks only after the reg-

istration phase. This forms the weakest link in the protocol. Once credentials have

been obtained, however, the coercer is incapable of determining if a voter participated

in the election.

Our work has been built upon suggested modifications to multiple existing pro-

tocols and systems. The implications of this modification have been validated and

implemented. The system that has been developed can, as a result, be used in future

attempts at countering coercion, and if possible, help voters be confident that their

vote made a difference.
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9.2 Limitations

Given the current status of the code powering Resist, an implementation of the system

presents limitations, and in some cases, potential for extensions as described further.

Handling Credentials. Credentials in the implemented system are passed to the

user as json files. This does not comply with recommended security practices. Since

the credentials and credential shares in Resist are long integers, previous systems

suggest delivering them as printed bar/QR codes. We leave this to future work.

Support for Write-ins. Tabulation tellers for Resist perform a homomorphic

tally of all available votes on the system before decrypting the final sum. As a result of

the nature of homomorphic encryption, the system cannot support additional choices

that had not been defined at the start of the election. Therefore, the entry of answers

or choices that do not already exist as a part of the system is not permissible in

Resist. Additionally, the availability of such an option makes the system vulnerable to

coercion, especially to a randomization attack, which has been described in Chapter 3.

Support for Rank-based Voting. Given the current model of its implementa-

tion, Resist only evaluates whether or not a choice has been made. It can be modified

to include the total score that each candidate received on the basis of the ranks that

they have been allotted. Given minimal inclusion, and an additional option at the

time of creating an election, Resist will be able to support elections that demand

rank-based voting.

9.3 Extensions

Support for Robustness Mixnets. As mentioned above, Resist has been designed

such that tabulation tellers evaluate two re-encryption mixnets of the votes cast. If

an implementation of the system has a an erraneous computation by any of the tellers

or servers in the system, the mixnet needs to be restarted and the dishonest server

needs to be eliminated. Robustness needs to be included in newer proposed protocols.

Benaloh Challenge. If voters doubt the integrity of their personal devices or

browsers with regard to correct execution of encryption, they can verify this by au-

diting their ballots using a method suggested by Benaloh et al. [50]. The extension

will include simple Javascript which can be made available along with other files that
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are fetched for casting a ballot. This, however, doesn’t counter susceptible browsers

on the user’s end, in which case, Resist provides the option of posting ballots on a

separate public repository of ballots for auditing.

Accessibility. Resist’s front-end is eventually intended to replicate the sugges-

tions from Civic Design’s Anywhere Ballot [103, 104]. This includes providing options

for colour contrasts, text size, and languages. Additionally, in order to work with

independently developed screen readers, the html used should comply with recom-

mendations in WAI ARIA [105].

Distribution. The Bulletin Board in Resist, like most election system implemen-

tations, is susceptible to DoS attacks [34]. Measures like distribution of source, or

including multiple ballot boxes (as done in Civitas [14]), can mitigate these attacks

but not counter them.
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practical and secure coercion-resistant electronic elections,” in International
Conference on Cryptology and Network Security. Springer, 2010, pp. 278–297.

[21] O. Spycher, R. Koenig, R. Haenni, and M. Schläpfer, “A new approach towards
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